**Introduction**

In this post ‘Deep Learning from first principles with Python, R and Octave-Part 7’, I implement optimization methods used in Stochastic Gradient Descent (SGD) to speed up the convergence. Specifically I discuss and implement the following gradient descent optimization techniques

a.Vanilla Stochastic Gradient Descent  
b.Learning rate decay  
c. Momentum method  
d. RMSProp  
e. Adaptive Moment Estimation (Adam)

This post, further enhances my generic  L-Layer Deep Learning Network implementations in  vectorized Python, R and Octave to also include the Stochastic Gradient Descent optimization techniques.

**Note**: In the vectorized Python, R and Octave implementations below only a  1024 random training samples were used. This was to reduce the computation time. You are free to use the entire data set (60000 training data) for the computation.

All the above optimization techniques for Stochastic Gradient Descent are based on the technique of exponentially weighted average method. So for example if we had some time series data ![\theta_{1},\theta_{2},\theta_{3}... \theta_{t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAFMAAAAQBAMAAACYUF7xAAAAMFBMVEX///8AAADu7u6IiIiqqqqYmJhERER2dnZUVFTc3NwQEBAiIiLMzMwyMjJmZma6uroBM6McAAAACXBIWXMAAA7EAAAOxAGVKw4bAAABPklEQVQoFWWRv0rDUBSHf15yYxNTI30AuUXo4BSog2OWbqKFUh1cQvEBin2B4iDoIBUnN83o1Adw6CSOBV+goOJoRxf/nJOcGwM5w+XjO19C/gBqpwuZrY4llJCcNK5JbDBwLaGE5KQZ4UKC1ag2qSIbaVKcyN43blxFNnmjEzzK/hBrsyqSkaYeqYbsX9A0VSQjzcrr7p3sN9uXQighKWmusT5UbU68DXyg81ngXp+RJ2uAb/jGGbEI50iDeNuimjcZebipA1/YB3oswrGzCBfZmzECT2x5uHkGWmrAqdeFSloG8AvUZ7iBF9FBTXC1hD6ifQ86BfqndIe3f/zBMfSUD2rsf6IHuKWMxokLNP4yU/kxFaZU9G8wEdTD4odQ5Y3zIDyPEWdXeQ/3EFQH2XeRm+HdWFIzSyhh4Rj+AOtGTBvgolq4AAAAAElFTkSuQmCC) then we we can represent the exponentially average value at time ‘t’ as a sequence of the the previous value ![v_{t-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABoAAAALBAMAAACT7oDDAAAALVBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjLydJQlAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAZElEQVQIHWNgMmZwZYCDpHSGTjiHQaGLIRnBY9jEcIzhAph/o4GBQYAhgOEBmKfRwMBTwBDA4wDmMTcwsBWwMhxZBOMxTA5jYEmA84AMdgaOmTNnMgBVgkAKE5iC8rhswbzorQB3PxLOrhWbNAAAAABJRU5ErkJggg==)and ![\theta_{t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAAPBAMAAAAizzN6AAAAMFBMVEX///8AAADu7u6IiIiqqqqYmJhUVFQyMjK6uroQEBBERETMzMxmZmbc3Nx2dnYiIiJeTWmCAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAX0lEQVQIHWNgYDIJYAACNoUCEGXMkAGiJjEsAZKsCxhmAyl2AyYhIMV42GwCkLrIwPOAQYGhn4FTgaGAYReDDwN3AoM6UwLDthMMrHEKDGwXgIoYGPjBJMM1DjDNEwQAB4sPJDCes4QAAAAASUVORK5CYII=)as shown below  
![v_{t} = \beta v_{t-1} + (1-\beta)\theta_{t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAARBAMAAAA4ZMMBAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACDklEQVQ4EZVSv0scURD+sne7ufXu1DrVEsEiEFgQRfAHV8QUCUcOcwQFkcUfSLDZKkUqwUYDEcEmFoGHYpGrjrRphJgEUl3AwibBdP4TAWfm7b6376KFwzHzzTfffO923wJ3jd4NCzdxVja/YHE/CvsJkPo9kRcv/5toooQwumUETCCYcoas5jOagw5tm8eoRrbLUSIgUPi6l1NSWe3FqGyVI4c3TYw1gy1QAsMEWLYkIVF3MdSrtqjzxjDnjIH5512MxGWeFkIJ5idy7ViNp5jC0CnNVjawK0KTvN9LzWA0rewbRoCSvEnZsWM1MIkr/OrRLHqHVRF2OGKCJWDRq6iAcSGU4J+UHTtW8+/BzgsRfMZ3sK8JErTp9daSulD1HSoDnc7bzgkBWtV27ScUp3J4GzgLhvEJvDCMFi6pmiC7D7gHH/rmPbajUJKNnXSURI1HXop/vFBL0ao1iDcPuw68wQ+yO9Mrk7ooKcw5DytqLNS6vuKFIKW9I5FmaQRhjA065FkkjGP3h6jZTChF1NiuX55DFg5eoZwUBUsPp4FwPKHbl3DsqsDrvwcFuajRxNhH/lwk7hfGoFeZRYrdw8N9+ggklORKJMUmrW4IkWp6zbNjaxc0IqEzu0RrlC4mi10p4j5fGJgxU7qbJG+Oe4z8L/oPZOy3fKqrVl/oRi+4At9t+ztfzjCsVsd5fw2hZ2W9nc8qqQAAAABJRU5ErkJggg==)

Here ![v_{t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAwAAAALBAMAAAC5XnFsAAAALVBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjLydJQlAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAASklEQVQIHWNgMmZwZWBgSEpn6ARSCl0MyUCKYRPDMYYLDAwCDAEMDxh4ChgCeBwY2ApYGY4sYmCYHMbAkgBSxMAOJhlSmMA0ly0A8JwLXJJkM1wAAAAASUVORK5CYII=)represent the average of the data set over ![\frac {1}{1-\beta}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABcAAAAXBAMAAAASBMmTAAAAKlBMVEX///8AAADu7u6IiIi6urqYmJiqqqpERER2dnbMzMzc3NxmZmYyMjJUVFR2TCi+AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAaklEQVQYGWNgAAImYxAJBSzIHIZgmDCIJoPDVp6AbAI2tiACCKDKw93lFsnAAHMX54IVQFVQp7AxmCA4LHs2IDgODBfAHOaOjg4GB4ZLCBkDpgIGBpi7zJIVgDIQwLUAxgLSLEhsBjYQBwAYnhACNJxN8wAAAABJRU5ErkJggg==) By choosing different values of ![\beta](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAoAAAAQBAMAAADdUfNzAAAAKlBMVEX///8AAACqqqq6urqIiIiYmJh2dnbu7u5ERERUVFTMzMzc3NwiIiJmZmaDh/b4AAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAT0lEQVQIHWNgYGAycmBgYAhgSGZgYC5gaGZgYGVgbgAKW3YAhc2ZVhaAJJkSwOQEEMnmwMCtwMCzgYHZgeEqUOEi0wVAEqgYRq4GsxVAJABCswssofwaiwAAAABJRU5ErkJggg==), we can average over a larger or smaller number of the data points.  
We can write the equations as follows  
![v_{t} = \beta v_{t-1} + (1-\beta)\theta_{t}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJsAAAARBAMAAAA4ZMMBAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACDklEQVQ4EZVSv0scURD+sne7ufXu1DrVEsEiEFgQRfAHV8QUCUcOcwQFkcUfSLDZKkUqwUYDEcEmFoGHYpGrjrRphJgEUl3AwibBdP4TAWfm7b6376KFwzHzzTfffO923wJ3jd4NCzdxVja/YHE/CvsJkPo9kRcv/5toooQwumUETCCYcoas5jOagw5tm8eoRrbLUSIgUPi6l1NSWe3FqGyVI4c3TYw1gy1QAsMEWLYkIVF3MdSrtqjzxjDnjIH5512MxGWeFkIJ5idy7ViNp5jC0CnNVjawK0KTvN9LzWA0rewbRoCSvEnZsWM1MIkr/OrRLHqHVRF2OGKCJWDRq6iAcSGU4J+UHTtW8+/BzgsRfMZ3sK8JErTp9daSulD1HSoDnc7bzgkBWtV27ScUp3J4GzgLhvEJvDCMFi6pmiC7D7gHH/rmPbajUJKNnXSURI1HXop/vFBL0ao1iDcPuw68wQ+yO9Mrk7ooKcw5DytqLNS6vuKFIKW9I5FmaQRhjA065FkkjGP3h6jZTChF1NiuX55DFg5eoZwUBUsPp4FwPKHbl3DsqsDrvwcFuajRxNhH/lwk7hfGoFeZRYrdw8N9+ggklORKJMUmrW4IkWp6zbNjaxc0IqEzu0RrlC4mi10p4j5fGJgxU7qbJG+Oe4z8L/oPZOy3fKqrVl/oRi+4At9t+ztfzjCsVsd5fw2hZ2W9nc8qqQAAAABJRU5ErkJggg==)  
![v_{t-1} = \beta v_{t-2} + (1-\beta)\theta_{t-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALgAAAARBAMAAACcDnvSAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACE0lEQVQ4EZ2TsYvUQBTGP5NMdl0T71qLA/EUbYSgjRZCOLSzCAgWihA9QbC6P2EQBbVaPBC2kUURJdVyYGVzHIeNTRrBSvMnaK/omzeTmUk2a+Fjd2be9/3y7WSyAf6z0oHrhrQBjCVxRq6ygGnfInpcA+mTrO8M9hleDOpKDEtsL9TClqLpF6O6sdI/FkGNvWU71tJDJJca32V6E3iKLV9etQ4R58veREsvAdH4LtPHgN/44OTgIq65zl+J0x+x7Jrwph+uaERluMAvF3LvAZ65zl+d/3JYL7s6PKbz7u5c0QjlcZluuJCTz7HtOmBSUb1RSgYx7bvkM5zM++GKps+R949/MKGHPXxCzcuv0pM5PKdH2ro3XpNbVe+qqqDgqQkXV6muk0PhOZL8LiZTL24dBRpOPSd5aocMRyWsmxTf2dA7t+EtTOFEB/OzWKtdXLKDIsmZCSVN9ljiAqPSucF8tK8ocyx571iYhpCfcYv2r0B6AIh3BA7VHXPHsx6CDLu+izXWdXjaEE5fW0xjnH1Lcz9u9yaikiHeucXFweY+4Fy8ZUuHY4H41YnMwtB0VIeX617cCOPZbKbuwyvRro0r6DlSmfBHrWtmTUfcdePuByyuCDfuqaRUlHn9zW/wdWrQ4Re478ZNrrB423txQX9BU9qN//xsBTUn+j6sxHQquR+MsyQveld3TeBOV2A67Gr4C1ArgR0cA5B9AAAAAElFTkSuQmCC)  
![v_{t-2} = \beta v_{t-3} + (1-\beta)\theta_{t-2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALkAAAARBAMAAABzzBDsAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACFklEQVQ4EZ2UP4vUUBTFj8m8zDgmjq3FgrgrVkJwGy2EINopBAULUYiuIFjtRwiioFbBhcVplmFFlFTDgtU2iyzbbPMsbDUfQXtF7/uT5OZNpvEy895953dykrxkBvjPinqO69N6bEYSF/KlDIWLyD2SQPQydkn/OsbbfkCqn2Fj3qHKTaccyKojL1t4EnuLLDDSM4RXKk61exV4hetcXtr7CJJFODbSNiAqTrX7FPAHn5nsreMmW7JWrO1jkdr0yk1Xbgwyf47fLOPxU7xmS9Ze+nYoF6lJD2jPu9eu3PDz03m0wjLOvcEGW2JcUr1XSgxRuBQw6eHMTVdu+pz49OInj9vDEaQW7u5yXaUn9Fxr+mCdaFl+LMuUkgubLm5Q3SKi3WHyCOOCx51BikrFhukPNTUV42SOhkbVV03MtTfpXbc3u4iJZHHhJtIwUSZvNjygO693JkgxzFoKHCtTvTOJszPaDZEf4z5YXLApcGi3ZKKPt4MXYwuM+rc1MNceVfSDom9T2o1R/D1KOnFb9+hFMq4PjZka8WX1AGB0TVOTjjmCnbNx6zfugfSvSjduiNF0OoWgx9WWqFtL5SRTik1/XlM7G/dAr5y4J55Wz4eZ9aqpSTfUL9RTAew/gT2JUnQZ92XdO3Hja0oN/v7S0A5H9cLQ6M67WlBz2LlP0HtLFeVqRG+cJu3gHN4C0z3sCtrtdzXgH3fGhCEGimy0AAAAAElFTkSuQmCC)  
and  
![v_{t-k} = \beta v_{t-(k+1))} + (1-\beta)\theta_{t-k}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANcAAAATBAMAAADxKoUkAAAAMFBMVEX///8AAAC6urqqqqqYmJhUVFTc3NzMzMwiIiKIiIh2dnZmZmYyMjLu7u5EREQQEBCbms5lAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACkklEQVRIDa1VTWsTURQ9zptMPl/1DwgFLVJQGEhx4QcMKBaLyizU7mQErQpFAm3cuMlG3A6KCz8WQUVIUAgqRckmuuh6QFwIRYKuFf+A4H33TWbeTDNQpI/kzrnn3HNv3kseAXZnRVPayClcISUOhIVaTqjlcoDM1QCQD71t0lTCw/Op/BTyDOSFLK3MA2AmGmf5gsyK8KNASmmHoTPA+rOUJMTmeaCHyxm+KLFhjYu0hK8zqgXAiYRTgM0N4C9+Gry1gItGakAx9xvFalyoh1HX3DBlRqllj3HfaHnjJp4YqQGPiHZUrMaFethtyrI7U2bYYSOU+42Ws09xzUiBoVoeUR5Ed5uaKaVED7tLKDtMmem15+OjP6blM1agb8lqYPJqmI9UdVxnU+vyMb5BqmsxHH4YDl3gGGEeJi7RWqaMzWX/Kupdo7vcBxcjkoEKxyR4qIWGSlepQ5oNiB7KLta4UO8sGZYxwxocxt7I6F7uwC37XLTKcXKMjotKYKhNOCMqqNL7LOgK6TE6tonMHCObIcI5HIfR3ekItN9SMbAkPH7qYIV4D0MdwO4uJMM2UA9UnR62ReicSieLzah63+WvTPeXR1EKuOjdSb1D7RBrB1tAqvqoN78mw07Bpu9qMmwGuPXphfZx1OZSZC9F+e4VVPv9Hu5R83SJCYzVMSrLkP3X/VfqGJsQxrDq7KQ4fmpzibNc9+uWYuVoM2BVh2SYVjHGVmMl2dkibP5oji72DaOC2vyA2Vz3+nnFWuFpc2t3uJKCVrGBeXuRh1lXXLxBLZoU0LNpYAXZLLvMTu3OShrcFDJa17n6NdLyoc9IZxBBDOIHm+PSrLKzLPOXZbVwaGe2/6uSnuH7ApnfuaEWwX/lkJFUEFNYiwAAAABJRU5ErkJggg==)  
By substitution we have  
![v_{t} = (1-\beta)\theta_{t} + \beta v_{t-1}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJoAAAARBAMAAADXpqg/AAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACD0lEQVQ4EY1SQWvUUBD+yDbpppvannsKrQURCoGCCLWSQ/VgWQy1SMUioa2IeNmTB08BL1ZQxL24B+Fh6cE9LQVPXhbd9uApgsJelHrzTwjOTN4LebsVHHbnm/lmvi95SYAzIv9P7oy1ccofoza28ILI4a2RibuYjTDj7SV4KxZbgx/yJZrnLBqI8HqEGWs9hc8vLXYJjdCJUM8mQs2ngk6OI038E3xavWdNI+wBPczkjUTzSrAGL9aEBmcZ12yGj2O7baz3gOtYwUxfrypB9/xH2PqdB9jXKxoeEVpuzo/tJnAZv/HVvG0lu0vfB7mtD59jV0ZdjojKL/S33GrAHf7NPbspm5SUFBHcV6W+GB3hBOaSwpCycNtco+gD5LYJDLxZvMc0Dae63SfdQyrILab3YPTDDJhFglMalVG6GYbc3gAXnRb+QH8jSmYR/Kyiv5AhaCEJYhqWJx1QY530PvAY2Ap6rgIPKRQnL8FkWurpDBm8lovBOx6a+EnFVdMwLsCn5/l0+vQbghuhTBRn+gTbVT25oX0bEykPTTSAh7/apiPcnr9CuYnlt/ydSCjO7qeFflXPbhSTkk2qh6bSmAjGklsFpxjcomZ9vdPp8Ek59hwBk5QpNIpbLeTOiwWQclO6ab12m1rlYRnHZSVFkDIMpcZBXiDnE1Nq/d0PhqiiW1EQX9xCVN0oarlni/4L6IBtpuFcxqUAAAAASUVORK5CYII=)  
![v_{t} = (1-\beta)\theta_{t} + \beta ((1-\beta)\theta_{t-1}) + \beta v_{t-2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARUAAAARBAMAAAABJiVzAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADbklEQVRIDY1VTWjUUBD+3GyyP822vSoIS6soQiFYkEpVFtEelOLSFqlaZbUVUS978uApWIUqKMWC2IMSlKLmtAg9eVm09qCXCAq9WNebR70rOjPvZTcvregweTNvvu/N+/KSzQKbWPSfNUUrAeQbbUNxs7Ybl5mVgjml2dgk7lJYG08h9k4fmBffiORp79ItrwNwi4TJ4sR803QfnGEDsFAos8DRbqMMeLgPq8Y+3YBhjJDIbNTqlFP3yJR/mRPgzT2DNICucsZD3s+Wdb0mMRPhJa6A3B1qaUQFQfqBORzu1KkFm6MqQlHp38dCDThnwB5mgAZ6oq6qrgcSLTgVPAC73dKICoJ0Ab+wnKirsysmKAmQ0swgjpoVfhCmlrHj1GUEw+hpamog0d7xCmiJp7QIkq1ZDfzUKziMSK61MCW1+YVLuJ2gU3qVLkNL5vPUKDCEb/gQaWogceDTSuQ0QJ4+F0Zg+d1+abtewWFIcq2FKanNy3cwLZSQzaP0HV2GFgs4xb5t7oQwaQgk8WDPuwHI01oYId/y/OZ3YaqBupBpLUxpb65wevtWEd+ulHiFaJk4QtYESMsEsOL04oV8SYpheD1cIha1q8iesZZ4hSBwK+dRnNfN13xqQWvC8FkYVvXixObjT6jWiyo/8461tcQl0vIQ2JOp06uof9WBYB4KvqElXkFaCj4ywS5633Xz3T61ELx9LkRpb+5WvwBuHVW3QqT2M2L1xjO6CFwDJt2GHcitER7QBaeKXI3W8nLz3RUEtv8epwUlsuVTC4rxM1KL481Jd64Jp25jhc+nbeuUHWrPKOlHwQNmS62PcI+VBQl4pO/FAkotdlh0dUwQ5L31UiVuzlpmhaHORSjJzXsIXDiJbE1IeqDPwuWvC4nKVN8Bmo1i8FH8s1TnYr/ub/J3h9x5vJXktk0h2cjaH8XNWQv9GsmUFkVJbL4kIHIq6DFfNqag94mtImNdRq1F8hsAuWm2TLMy5pBfXFwEa6lIQWuRnAaN22oXzGRiQGJgzLQWq8xVpyIBNZ6oHam16s4lbQrZKzPdnLSoFvo/QFGIofE+tyb04kEJ8fA2TlRUpDU1eRp1wFVJ3SrITROk5EtRNz+zDN1CUdViyhXu/P6h6qnRTuxHkLoDL0WiqVZwFiA3TBD6FJhmtNCLk4w/ftDSe9kIH9QAAAAASUVORK5CYII=)  
![v_{t} = (1-\beta)\theta_{t} + \beta ((1-\beta)\theta_{t-1}) + \beta ((1-\beta)\theta_{t-2}+ \beta v_{t-3} )](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAY4AAAARBAMAAAA4bVZtAAAAMFBMVEX///8AAAC6urqYmJhUVFSqqqrc3NwiIiKIiIh2dnZmZmZERETMzMzu7u4yMjIQEBDI0QaVAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEPklEQVRIDY1WTYgcVRD+Mj3dO7PbnexVQWhcfwOBxqhsjEojmoO6OMQoUaO0JhLUg3PyIB4ao5AIyuCCOAelUUSd0xDIyctifgS9tGBgLy7jzeOePClaVa/eTL/pbrB40/VeffV99aq7580ADVb+z5hJiwAadasFm2TbyE259RI20pzdt/DcnzyNj2mx++w8Yib+nTkwklFHeqQefZgsAJaoWDu5rZwlE+7akrKCDyI47uR56Mfc3NZBJwwk+BRexuPsFI4xQg12y9kivHR/Wsmt5VSK8YUqz5aUDRgUuPqJk3cEa3EnQS/vxhrPxHdKXMaboBFuzhQxTpAN4CIeW8RJgi0wkXZyvZxhWCbjGlGnym6wnwGvOKEE54ApDpVrA40X4j0EKT4DD3+miHGCrAH/4Eolbp7ZaiWlkVwvpxrKFLwiS9MpOkfxhBvjl8ft4+RTtIMTOI5DO5paiPfv+AGYyVjqQ5Bu5k3xtzLYnZC57qadXC+nGspkfCPp2ntqlF87j0uapu4t8k4fnd/PbAGb+BO/lppTiD9y81oZTEFj+XkwAi8/mEe3KYPdpsx1N63khnKqYZiMB3cNeyONsttE/BHOSmDCltD0Z/o4fXjACzxuvfiMZNKlkEkCfxQWoLHcByM0Dnz3wb5kmgupkGkfreSGcoauTMY7vSLgvVoj5cu4gdKu2XM16ePU42Q7ABFPAdeCdXwvvxSrk8m7k28oi7aSyn5tH5YhCML0VayOVHw3JwniTCbfTiaDBrLP1Z4mYLkciT8UV5iCr8VhFlGQwKvUECmvY8Dv+MLmfdgQET8HDneG9LXVk7cQLEE/d/qwDOqjn6NT3E1ng4rfk5OE4PPn0UKul7se7VeYgh+Ar3vZi9ZZORxiEKaUNn+v+K4579XrwDvA6XDqF3JLCS/og2CAlYy4THe/54LAz3/Bi4JSspeTBHn7XrWT6+UO470KU/CfqA/eKFk4ZeVgSIGvTMRc98g9Wg1soJ8AF6LZbwifjAUp+Eqn9jaiGQ949FmYIOgle1FqxbmPC5Jhnkc7uaEc9itMwc/T3de93F+K8vbz6GaSphc69t/4Y7sSOXP7w7TawtEv7NFpnof/48YOH900gi9voVbnZpBu6R0rrTj3QacememjndxQbnVQYQrefyDTYxyd1CqvSJa99GI7U29EUlkNTaxg58v8fYCGawbpSnAFvfF4LO9VKgHtQ+ZNZLfcpfF4hOckWe+AwSkyBIMR/gJSSTjXMXl6LZwV6Bwg82K+Bqk4ZLwwu6VtmZ1xSM0g98lKxel5GAn9d9FOrpfrxDdEyvyjsX3oXo7Rl0eVVx+xGxB/3VkhzHi9a4Jfl8bz1YiHA9BwTZAol6CKv3TFSpjUVnJDubf/XV/oG5zXZi83781d5XmqX9krBc2dS+bwfKK7fxmg4ZggdD665ki0klvLqZjBl5X/Ayi2LAYgae6WAAAAAElFTkSuQmCC)
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**1.1a. Stochastic Gradient Descent (Vanilla) – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import sklearn.linear\_model

import pandas as pd

import sklearn

import sklearn.datasets

exec(open("DLfunctions7.py").read())

exec(open("load\_mnist.py").read())

# Read the training data

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

lbls=[]

pxls=[]

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

# Create a list of 1024 random numbers.

permutation = list(np.random.permutation(2\*\*10))

# Subset 16384 from the data

X2 = X1[:, permutation]

Y2 = Y1[:, permutation].reshape((1,2\*\*10))

# Set the layer dimensions

layersDimensions=[784, 15,9,10]

# Perform SGD with regular gradient descent

parameters = L\_Layer\_DeepModel\_SGD(X2, Y2, layersDimensions, hiddenActivationFunc='relu',

outputActivationFunc="softmax",learningRate = 0.01 ,

optimizer="gd",

mini\_batch\_size =512, num\_epochs = 1000, print\_cost = True,figure="fig1.png")
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**1.1b. Stochastic Gradient Descent (Vanilla) – R**

source("mnist.R")

source("DLfunctions7.R")

#Load and read MNIST data

load\_mnist()

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 1024 random samples from MNIST

permutation = c(sample(2^10))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

# Set layer dimensions

layersDimensions=c(784, 15,9, 10)

# Perform SGD with regular gradient descent

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='tanh',

outputActivationFunc="softmax",

learningRate = 0.05,

optimizer="gd",

mini\_batch\_size = 512,

num\_epochs = 5000,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvalsSGD$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs no of epochs") + xlab("No of epochss") + ylab("Cost")
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**1.1c. Stochastic Gradient Descent (Vanilla) – Octave**

source("DL7functions.m")

#Load and read MNIST

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 1024

permutation = randperm(1024);

disp(length(permutation));

# Use this 1024 as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

# Perform SGD with regular gradient descent

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.005,

lrDecay=true,

decayRate=1,

lambd=0,

keep\_prob=1,

optimizer="gd",

beta=0.9,

beta1=0.9,

beta2=0.999,

epsilon=10^-8,

mini\_batch\_size = 512,

num\_epochs = 5000);

plotCostVsEpochs(5000,costs);
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**2.1. Stochastic Gradient Descent with Learning rate decay**

Since in Stochastic Gradient Descent,with  each epoch, we use slight different samples, the gradient descent algorithm, oscillates across the ravines and wanders around the minima, when a fixed learning rate is used. In this technique of ‘learning rate decay’ the learning rate is slowly decreased with the number of epochs and becomes smaller and smaller, so that gradient descent can take smaller steps towards the minima.

There are several techniques employed in learning rate decay

a) Exponential decay: ![\alpha = decayRate^{epochNum} *\alpha_{0}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAMQAAAASBAMAAAD272xqAAAAMFBMVEX///8AAACIiIiYmJhERETc3NxUVFTMzMx2dnZmZmbu7u66uroQEBAiIiIyMjKqqqq6PCPwAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACp0lEQVQ4EaVSTUgUYRh+ZmZnZ+eb1RGiy3YZlCCV2kkxErT2EkVd1oLEoFj0IBXkSuCpYpAKhMDN9SJSTRIhWTJZglCJ1zrtJQJPA7GH6tDkWmoepu+bSdncnwl8F+bd5+d9vv1mX2C3JeYB8QsuabsNqjKfo1qHKVRxlEr3rJ2cdL/3ruGT4k5NTABkQVN38lUxZ5bIg8C4T3Jek+Jt9evpsxuYLggDd6A+W+o+l5kWG9z4RslsOeJdKXkIOOyzN702KzYPiRmb1/Mh2WmFgAFnPrGuvMaH2tLhMsxIKXcKeOizjV77NY+4mjVkN4Ua9NMjbum8Pom4lCl3BN+q/xM57X4H76bBbzpkdNVUCpgF9kH5CAbn3u9n6hySV8LX9VpeJ0+wnFZRq4WTy9Zp3llhf6Skscjt5BPoL94G8lWKIQ+D5BV71hxE90WsQtpTqAcYRAxMjbjW5+NktIlMvnmFPvEyVEtt6DMTsrlAj5AkLU2P2EqOGBiZoXiCFb2PrCk5OSNqskaSY1iE1Ygx8DbpA+2LkHJgKl2iFB2qUPzJ9hSwlQwuiSM0ebu4JJ/hRlvwOAnsxQHgG/2EDLz0oZACUwFVo49K9fQTVbxktWDhBtBpFVkHEXK6KH5L71uHMyB1qEPUwQ8fhnUwFQhlvFb2IfaOO/CTe5Cgd8cx5tt6UYvgZthiUn7GRsyScoqNLhMPQHvMqkk7/tqWzf5LRrqb6A/wko/iKp6D3CZF/hfoEKIgehTi75ywpIt22MBB4Jp0gUEODlOLBsp9VQzKesnDeAQlvia3FdmEeM+a1LwJpXkNLT+zaWQ7nakJDUOuB3kXTA0qkxq85GFkg7xUj/6Hp6Klhb6ooIqa7UGWavp52NVkT5siwZ4qIWqB7lZACStmgCNI/gOPx8G/gsO5/AAAAABJRU5ErkJggg==)  
b) 1/t decay : ![\alpha = \frac{\alpha_{0}}{1 + decayRate*epochNum}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKYAAAAUBAMAAAD1pFs6AAAAMFBMVEX///8AAACIiIiYmJgyMjLMzMxUVFSqqqp2dnZmZmbu7u66urrc3NwiIiIQEBBERES84p+EAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACO0lEQVQ4EaVUTWjTYBh+TJpl/ZIyvHr6sEinvYRsKsKUgCgKPcQq86JQKDI2dyjduq7sklsnEwz0MGSX4B/bRBt00LF5CFFht+3iZXjY2VPPQ9AvbYmpi2ZhD3zJ+z7v7/e+IUA8uDUZWSVeTJS3JqYlpRrlFcvOG1KOsz9ExXAjMa7CK1KbK0XmvIFHYlRd306WF5aj7z5o4MlbFvPcw/E6zlK/RrhwysGl46UKjw9j7wBX7aDh9ImBDWDUSxnj7sEOQuX3IM9I0ELO9jRpL0g/bJy3mN7n2rHLOUC4jS+0o3UeUqaSHPujApKXk7IjF9jDR8pi2wQSPuELXulrFu/rYYLKSMoO37e6d0h4Yx9npx9ym3W/Sf//PfZyurNOfobUqVtbv0IMzLbOwa29nrTzM6hAyIwNz+tuDatlfuIpxPWDr3hprsrpar3WX7KrdXMSLUW0zwnnUEtJTdFAXdAYhWlGvkkXXskXx4WCxim5oaQyAh4TJWy154UN/AiZDqBiZ/HW4l1zV3zszIE3d6EmbeTw3RP3GEluYu4TMnzDSFYLSOEny3lPAU9XkBHM5r/75BT1PpXTeKGo+jSrfYAzrqI+KLSovLZgluFMDeWVBKeQJvZ1EQmKAWdfP+RKZW/sf0H8VfJ2RLLD9lJlbXuLvcuj2PmGoic2rKUKm+dgS79+mdQvkJXtjyjKkxBtiOmi1R6wNkNydkrQ/kIhPyLC1h0PVtBdMKaCaldmazsJiKofDW+aR7ke8xvVyZK/kEcfFAAAAABJRU5ErkJggg==)  
c) ![\alpha = \frac {decayRate}{\sqrt(epochNum)}*\alpha_{0}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJMAAAAeBAMAAADa5TEgAAAAMFBMVEX///8AAACIiIiYmJgyMjLMzMxUVFSqqqp2dnZmZmbu7u66urrc3NwiIiIQEBBERES84p+EAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC10lEQVRIDZ2UTWjTYBjH/zZN07xN2XaVHQJFuukldOoQpxTEw2CHWGXzoFAoMjYnlO6j6y23Khus0JPuYHAK3UQb52Bj8xDr127u4mV62HmnHgRhePBNXbZ3bd4afKB7/u/v+b/P8n4kAC8iO2zlbrnXpGPCMt9aSbPWqBk26DjIMt9a0FjrKwQtOh5mmV9dm7JTk6So1gorl4iBqfUzqBVejFmpSb8dXB9JRknyQ9A+SEYjVclAUUxShAkKXYvfLJS+SvftGdCMhGxhCD8cuUOh3xauL6AlRlQlhmdaQp+gm72H0zUtcSe9riqupTUH+k7s76GBnOux5qaXtzZpzp3H9jdkHFk256aZFqmGjvUdouu4JzFVL7nqBSmzUiL9G9RDetZx0Ovy6CXNj53wej6Ixrhj9IiFm08pfYjwE+ei4JSNi54djqaShH6kTwrywKl0Q8ggfxm4AVxp9HRdXT6D+j/3/gLETgjflVIHsAacd7rwF+j+j9Y8n1oGIkkIScEIWXgNsuDxkpKurs7Wuc1kgwKyh0q9ospZROLT8kCzBaDP6yMad2w1r5e3VVnj+Xnnz/E3Fsip1Tmcg5U09/MTUfGFmaUM0ZMaxEfVZeRIHZJ8v1tqznSrSizboYOrpnCMRo7lP9QqpCxjUeh6yYbKvGAyU20v65Ahxgd6ZvVaAZWcMDoPaWXvE5ZKFSWWLxYg2+0b/K3SWyYaCOG5cmFYTCcD2lCHrPVBwGgWm/VZcQ37QQjsQ/O6Kj+BkEkv1sw7xIWyIefTiOI3bXVLg6AuIi6WqifXz231Xsdt547mYI93pLRgQCNV7OoSgipC9q5+EMjmLEHnzWd5Rx30qyLb4XX9Wj8pniWLW2+RUcYgWZBiGbMeMjessMlO4Wmxm24VRI0eGj04ToQ4vAkP0q0CDECiP06wn2WOxcFvnBceS0C15AivIFkv2sqi+63sP0mbdbXr+AcMuKrUf51nMAAAAABJRU5ErkJggg==)

In my implementation I have used the ‘exponential decay’. The code snippet for Python is shown below

if lrDecay == True:

learningRate = np.power(decayRate,(num\_epochs/1000)) \* learningRate

**2.1a. Stochastic Gradient Descent with Learning rate decay – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import sklearn.linear\_model

import pandas as pd

import sklearn

import sklearn.datasets

exec(open("DLfunctions7.py").read())

exec(open("load\_mnist.py").read())

# Read the MNIST data

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

lbls=[]

pxls=[]

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

# Create a list of random numbers of 1024

permutation = list(np.random.permutation(2\*\*10))

# Subset 16384 from the data

X2 = X1[:, permutation]

Y2 = Y1[:, permutation].reshape((1,2\*\*10))

# Set layer dimensions

layersDimensions=[784, 15,9,10]

# Perform SGD with learning rate decay

parameters = L\_Layer\_DeepModel\_SGD(X2, Y2, layersDimensions, hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.01 , lrDecay=True, decayRate=0.9999,

optimizer="gd",

mini\_batch\_size =512, num\_epochs = 1000, print\_cost = True,figure="fig2.png")
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**2.1b. Stochastic Gradient Descent with Learning rate decay – R**

source("mnist.R")

source("DLfunctions7.R")

# Read and load MNIST

load\_mnist()

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 1024 random samples from MNIST

permutation = c(sample(2^10))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

# Set layer dimensions

layersDimensions=c(784, 15,9, 10)

# Perform SGD with Learning rate decay

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='tanh',

outputActivationFunc="softmax",

learningRate = 0.05,

lrDecay=TRUE,

decayRate=0.9999,

optimizer="gd",

mini\_batch\_size = 512,

num\_epochs = 5000,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvalsSGD$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs number of epochs") + xlab("No of epochs") + ylab("Cost")
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**2.1c. Stochastic Gradient Descent with Learning rate decay – Octave**

source("DL7functions.m")

#Load and read MNIST

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 1024

permutation = randperm(1024);

disp(length(permutation));

# Use this 1024 as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

# Perform SGD with regular Learning rate decay

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.01,

lrDecay=true,

decayRate=0.999,

lambd=0,

keep\_prob=1,

optimizer="gd",

beta=0.9,

beta1=0.9,

beta2=0.999,

epsilon=10^-8,

mini\_batch\_size = 512,

num\_epochs = 5000);

plotCostVsEpochs(5000,costs)
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**3.1. Stochastic Gradient Descent with Momentum**

Stochastic Gradient Descent with Momentum uses the exponentially weighted average method discusses above and more generally moves faster into the ravine than across it. The equations are  
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# Perform Gradient Descent with momentum

# Input : Weights and biases

# : beta

# : gradients

# : learning rate

# : outputActivationFunc - Activation function at hidden layer sigmoid/softmax

#output : Updated weights after 1 iteration

gradientDescentWithMomentum <- function(parameters, gradients,v, beta, learningRate,outputActivationFunc="sigmoid"){

L = length(parameters)/2 # number of layers in the neural network

# Update rule for each parameter. Use a for loop.

for(l in 1:(L-1)){

# Compute velocities

# v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk

v[[paste("dW",l, sep="")]] = beta\*v[[paste("dW",l, sep="")]] +

(1-beta) \* gradients[[paste('dW',l,sep="")]]

v[[paste("db",l, sep="")]] = beta\*v[[paste("db",l, sep="")]] +

(1-beta) \* gradients[[paste('db',l,sep="")]]

parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] -

learningRate\* v[[paste("dW",l, sep="")]]

parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] -

learningRate\* v[[paste("db",l, sep="")]]

}

# Compute for the Lth layer

if(outputActivationFunc=="sigmoid"){

v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] +

(1-beta) \* gradients[[paste('dW',L,sep="")]]

v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] +

(1-beta) \* gradients[[paste('db',L,sep="")]]

parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] -

learningRate\* v[[paste("dW",l, sep="")]]

parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] -

learningRate\* v[[paste("db",l, sep="")]]

}else if (outputActivationFunc=="softmax"){

v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] +

(1-beta) \* t(gradients[[paste('dW',L,sep="")]])

v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] +

(1-beta) \* t(gradients[[paste('db',L,sep="")]])

parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] -

learningRate\* t(gradients[[paste("dW",L,sep="")]])

parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] -

learningRate\* t(gradients[[paste("db",L,sep="")]])

}

return(parameters)

}

**3.1a. Stochastic Gradient Descent with Momentum- Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import sklearn.linear\_model

import pandas as pd

import sklearn

import sklearn.datasets

# Read and load data

exec(open("DLfunctions7.py").read())

exec(open("load\_mnist.py").read())

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

lbls=[]

pxls=[]

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

# Create a list of random numbers of 1024

permutation = list(np.random.permutation(2\*\*10))

# Subset 16384 from the data

X2 = X1[:, permutation]

Y2 = Y1[:, permutation].reshape((1,2\*\*10))

layersDimensions=[784, 15,9,10]

# Perform SGD with momentum

parameters = L\_Layer\_DeepModel\_SGD(X2, Y2, layersDimensions, hiddenActivationFunc='relu',

outputActivationFunc="softmax",learningRate = 0.01 ,

optimizer="momentum", beta=0.9,

mini\_batch\_size =512, num\_epochs = 1000, print\_cost = True,figure="fig3.png")
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**3.1b. Stochastic Gradient Descent with Momentum- R**

source("mnist.R")

source("DLfunctions7.R")

load\_mnist()

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 1024 random samples from MNIST

permutation = c(sample(2^10))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

layersDimensions=c(784, 15,9, 10)

# Perform SGD with momentum

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='tanh',

outputActivationFunc="softmax",

learningRate = 0.05,

optimizer="momentum",

beta=0.9,

mini\_batch\_size = 512,

num\_epochs = 5000,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvalsSGD$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs number of epochs") + xlab("No of epochs") + ylab("Cost")
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**3.1c. Stochastic Gradient Descent with Momentum- Octave**

source("DL7functions.m")

#Load and read MNIST

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 60K

permutation = randperm(1024);

disp(length(permutation));

# Use this 1024 as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

# Perform SGD with Momentum

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.01,

lrDecay=false,

decayRate=1,

lambd=0,

keep\_prob=1,

optimizer="momentum",

beta=0.9,

beta1=0.9,

beta2=0.999,

epsilon=10^-8,

mini\_batch\_size = 512,

num\_epochs = 5000);

plotCostVsEpochs(5000,costs)
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**4.1. Stochastic Gradient Descent with RMSProp**

Stochastic Gradient Descent with RMSProp tries to move faster towards the minima while dampening the oscillations across the ravine.  
The equations are

![s_{dW}^l = \beta_{1} s_{dW}^l + (1-\beta_{1})(dW^{l})^{2}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANkAAAATBAMAAADv47WXAAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADR0lEQVRIDZVUTUgUYRh+nJ3Z3RrdjejiIZiSDlnRUusplc8/8IdkNQwKsyFKbzFRiQepxUtSkEtEnToYniJCibRDwVKRHRfCwi4tSR0MYhGqo73v983n7uyK1Qv7/jzP+8w78843C5CZGfZbWNcW3L9QUt97QbXa7l8k85vxxmYgIOEybh4ObFGvBCGxqbCjTcNJnZTGXGkhcykIOZQz9+lMbT70OIGbLpI4AsutnpVdcW6osBhqUj64VkECMQ/XCgHcF9Ak4oAq5wnwAHgGrKGGgO2qu1qFMt+PuJ6WDVB8KWAU9komgPuCIebIBvEaeAfkgSws8ucZBZ6rUObzGPMROx2gXFl9rDhdviAOEAd8oAczp2B5YH0BpiCwriPVrJ+ByqJ1TBW4MJIDoa9FlDJXVvRcZWfZF0Q9EHeo/S5+Yd8yYgDrb2DA9oCRSPplKnA1VVh7eyY4C3tj9lKAd7mKFMqnaUEsQZxxx9qJSYhGCID1K5FH0yS7RxNLLDxMdpEAuqfjjG8bKWFl6rLnryb4bFpg5ogLJ6wsliOzqzyNTV4LOF2rynJP4k7jKGBNZ0opupu3w/S+zZw/zZwku0UtWmCniavyQi4aTbSYvlifjRfCB4KBxO8tmgb7TZBQ721j2gapBZZL3BziAqsL6Lvq8ydlrPb4qxo8/NucwbBDr0lv8gqwiBV2tHXr1brXLcLnpMRlz+csuEktMBPEnULVAbQIzCW4maxN+kOIUhwL5YwdesUSxxBq8jTNyCFNZyLdhD3wt+Jyg5Gh3dGvaL4AoTxxB7Fqos/BpVm/oVlGs/0LxR9m2nzIJ7RoPQPf6SQB7b0OXTffiW5nQbGuDAVElnfnFSK9FkQd+rhiydEePKVV6YYJnSCSvG8VFhb1C1W44EDT2C53eWftcU/IAq4MDaooesEpCWhXFRx4Qb7tRzaSFT/7dS2jYK+mGZlqjJvxAYchQK1g464VCPUeSECfcgWHWEq34VukYMw4t4sAMXKt5rrgpph7HfWt0eA/ii0pppVpgZEgsdCojnU6AZpjx7ALn4sAZaVrDeVXZqtETSHQgNZgqQX0IaCck3/Nur3uxBLtNXjrmuNoNDSloqXLKCX/J/8DxSTDU28XygMAAAAASUVORK5CYII=)  
![s_{db}^l = \beta_{1} s_{db}^l + (1-\beta_{1})(db^{l})^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL8AAAATBAMAAAAzGsGgAAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC9ElEQVQ4EZVVz0sUcRT/NDu7o87uKF6iQzDgycAQ0qTLMuAuKpIslUIlNZDZqRgowpuDlwIPziXqqIcuHcIu0aFwD1HXBbPoEotLVITLEP0Bvff95ayi0Af2vfd57/N97+v3+x0ECHbC9ghMHZE/Pi1bztyWKjc8Rv36YM06mFDcZy8MeWrpww3OcA7IBcJlTXVcsxEdaN/QgfFSPEa8xL/nWwm3HEM+LG4KUa8vXMZ4KNUU/ZNJc+hFOJt25JS4QMkfXOgvNUAtmfcwB4rSZewl9OoBdZOORPQQbisxOQ6UOD8MJySar3fXuCVxLHAdeCNdxjZxUzE3NulQRF8OPQotTlDiPZTCE7JlAjsgPlCtlWtiacZU11Jm1shs7rtJhyJKDg1QYqyim5Z8mgquVhrcchWzbgTcceJ3xDqQ96dXOFGIltwdUwk5ctKDA7QYLSwDg/4r/yu+ccuW82KDVjyjIQqFRcI9Ih5wkXPdj1RFuJAtP+nO70aLaQk96VuYxxP8ZKloAVw7xaQTtGbSOkf3tJHoAg3/sEh3Zjf0gMnHhE2xGyGmq6SWJ3EefbjLy/TVvg10E+NpwLa9TdR9b3JAyPH+AF0x4jka4Pbhr1uHWDYnFMUoVwPmSyExc0QPgI90pGRG+dl9lr1YAn5VnUekxRinPecT9F9PnXWWym91CF0UL3lNTmlcRqFJA6wGYrrWuC3zITuLDs2j3z6UGChjEFbdW99Nu2jPzBl2ZZdsuysSTJnp6m96BEBlxqd2TXXVoaimcC6cDkQojRZjBb20amJhsy2ftniIQuOUn/a0xFC1LmBPAxj3f0Uv6aAIobAyFqE0ATsWx+DT3kdswkHUl5EaCgQcywFWUnRS2hlB/pF8oh0ImJGYu8ccK2Sm7TnpuJsZwN8f8msBK73Gsj28xZGC+Pw1IW/EQ0QqmQJzhbY3WinQfA1bB+S9ZutKoP5vyPREpkqhEQ8z4a0pMFcYuLGTUy9Fp4y3Rvdq5aah/x38AyIfryYVz5K1AAAAAElFTkSuQmCC)  
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The code snippet in Octave is shown below

# Update parameters with RMSProp

# Input : parameters

# : gradients

# : s

# : beta

# : learningRate

# :

#output : Updated parameters RMSProp

function [weights biases] = gradientDescentWithRMSProp(weights, biases,gradsDW,gradsDB, sdW, sdB, beta1, epsilon, learningRate,outputActivationFunc="sigmoid")

L = size(weights)(2); # number of layers in the neural network

# Update rule for each parameter.

for l=1:(L-1)

sdW{l} = beta1\*sdW{l} + (1 -beta1) \* gradsDW{l} .\* gradsDW{l};

sdB{l} = beta1\*sdB{l} + (1 -beta1) \* gradsDB{l} .\* gradsDB{l};

weights{l} = weights{l} - learningRate\* gradsDW{l} ./ sqrt(sdW{l} + epsilon);

biases{l} = biases{l} - learningRate\* gradsDB{l} ./ sqrt(sdB{l} + epsilon);

endfor

if (strcmp(outputActivationFunc,"sigmoid"))

sdW{L} = beta1\*sdW{L} + (1 -beta1) \* gradsDW{L} .\* gradsDW{L};

sdB{L} = beta1\*sdB{L} + (1 -beta1) \* gradsDB{L} .\* gradsDB{L};

weights{L} = weights{L} -learningRate\* gradsDW{L} ./ sqrt(sdW{L} +epsilon);

biases{L} = biases{L} -learningRate\* gradsDB{L} ./ sqrt(sdB{L} + epsilon);

elseif (strcmp(outputActivationFunc,"softmax"))

sdW{L} = beta1\*sdW{L} + (1 -beta1) \* gradsDW{L}' .\* gradsDW{L}';

sdB{L} = beta1\*sdB{L} + (1 -beta1) \* gradsDB{L}' .\* gradsDB{L}';

weights{L} = weights{L} -learningRate\* gradsDW{L}' ./ sqrt(sdW{L} +epsilon);

biases{L} = biases{L} -learningRate\* gradsDB{L}' ./ sqrt(sdB{L} + epsilon);

endif

end

**4.1a. Stochastic Gradient Descent with RMSProp – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import sklearn.linear\_model

import pandas as pd

import sklearn

import sklearn.datasets

exec(open("DLfunctions7.py").read())

exec(open("load\_mnist.py").read())

# Read and load MNIST

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

lbls=[]

pxls=[]

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

print("X1=",X1.shape)

print("y1=",Y1.shape)

# Create a list of random numbers of 1024

permutation = list(np.random.permutation(2\*\*10))

# Subset 16384 from the data

X2 = X1[:, permutation]

Y2 = Y1[:, permutation].reshape((1,2\*\*10))

layersDimensions=[784, 15,9,10]

# Use SGD with RMSProp

parameters = L\_Layer\_DeepModel\_SGD(X2, Y2, layersDimensions, hiddenActivationFunc='relu',

outputActivationFunc="softmax",learningRate = 0.01 ,

optimizer="rmsprop", beta1=0.7, epsilon=1e-8,

mini\_batch\_size =512, num\_epochs = 1000, print\_cost = True,figure="fig4.png")
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**4.1b. Stochastic Gradient Descent with RMSProp – R**

source("mnist.R")

source("DLfunctions7.R")

load\_mnist()

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 1024 random samples from MNIST

permutation = c(sample(2^10))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

layersDimensions=c(784, 15,9, 10)

#Perform SGD with RMSProp

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='tanh',

outputActivationFunc="softmax",

learningRate = 0.001,

optimizer="rmsprop",

beta1=0.9,

epsilon=10^-8,

mini\_batch\_size = 512,

num\_epochs = 5000 ,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvalsSGD$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs number of epochs") + xlab("No of epochs") + ylab("Cost")
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**4.1c. Stochastic Gradient Descent with RMSProp – Octave**

source("DL7functions.m")

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 1024

permutation = randperm(1024);

# Use this 1024 as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

#Perform SGD with RMSProp

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.005,

lrDecay=false,

decayRate=1,

lambd=0,

keep\_prob=1,

optimizer="rmsprop",

beta=0.9,

beta1=0.9,

beta2=0.999,

epsilon=1,

mini\_batch\_size = 512,

num\_epochs = 5000);

plotCostVsEpochs(5000,costs)
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**5.1. Stochastic Gradient Descent with Adam**

Adaptive Moment Estimate is a combination of the momentum (1st moment) and RMSProp(2nd moment). The equations for Adam are below  
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The bias corrections for the 1st moment  
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![vCorrected_{db}^l= \frac {v_{db}^l}{1 - \beta_{1}^{t}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAAdBAMAAAC3RviNAAAAMFBMVEX///8AAAC6urqqqqqYmJhUVFTc3NzMzMwiIiKIiIh2dnZmZmYyMjLu7u4QEBBERERcHf6rAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACiElEQVRIDa2Uy2sTURTGv3lkJpNkmrhREAoDKdJAwcEUpa2LQQISF5KFIC7EqcZH24Xjwtq4CvQfGJIg1G6KukmEMuBKqxAUuitEEa1aMCs3brISxI3nJplk8miiJAdO7u9859xzH3MJMKIpxogN3OkB06URR9+I81vTx9YoU2n1/EcQyr2FaaeQsXrlwYrs9OZP1NJdovBqg9e6tHooueJ2THexPSrGajtgpF4BtvselnMLue998j5Th1q+7NYA+xow3Q49tObytN8lzygUqHsq1Vb+EH5rhx7adPn5fZc6R2HeXreZxM/ikhgh+AwUEphPL9Qd+TNAPhr7+QhK3MLX+LuCxsp7bEVZ3XrD1Nt38DjU2FzYDD1Y2luTyREyAzgwZzAJ7GJL3ZMnH2o9TZgw67uu1xhom0hzBiOUEMwFbfDk2MESXuKTnEXQkeygzWfrJfSzw8xwIygLesGqR29xa5GRiWMI235C5sdnbfUoIKbAPU2CMxWnNfUQUCPQOQ2QLbkKznpPZeRShG6vCvgMLJJyD2Gdhk470mGgzethm9YG7f4sTlIxOangy1D9ls4ewAy4D/RAAg5x19FIIZuitbMCpB9QDaCKX3RP7K4YfyS/wUGfoNw+LorATZGK2qZuNDl6XvpdAZ6dpjdUPEdibK4C9kqZZ6IaYlFLiUPOnYKYX6HXkPCZlGmZUGwgby4j1VKHg1TYnUhq3rpkIxCRQ8r0JgbzAbJ3UfPWNBvxrx288OpD+IJUm5P7NdL+62B0Q2IuHtS8qyWhlEpFaLjqVYfyl6knSqKjqnk0W631+/fsKB0Y8Nf0ej5PH7vjyANnHZ6UTMqNoxHP1hhHI2FcjVgffh1/AddqjeQo3ihnAAAAAElFTkSuQmCC)

Similarly the moving average for the 2nd moment- RMSProp  
![s_{dW}^l = \beta_{2} s_{dW}^l + (1-\beta_{2})(dW^{l})^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANkAAAATBAMAAADv47WXAAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADTElEQVRIDZVUXUgUURT+dnbG3ZrdWYlefAimpIcsaYn1KZVRV/CHZDVWKMyGKH2LiUokpBZfkoJcIuop0PBJIlYq7aFgqcigl4WwsJeWJB8MYhCqxzr3ztydnV2xOrDnnPt957s/Z+5dgEzOMr+NdW/D/QvF9X3nnFLV/ItkcSte2goEOFzBLUKHajQ4gqCxpbCzQ8AJkZTHQvmA51wQ1Cln3KdTdcXgwzhumEjgCBQzkuNVMVZQZRqiKRfcrCIBzcJV24e7AlqJOCCgPwLuA0+BTUQJ2OlUR5xQ4QcQE6vlfRSbChiDupb14a5gmHFkQ3gFvAWKQB4K+bMMBZ45ocIXMe4iasZHmXz0sep2uYIYQBzwgQ4mT0OxwPQ2ZIPA+s5UqzgDDT3rnLbZQEqkg189lDKTj+hcFXfZFYQtENeYvIOf2L8KDWD660irFjAayrxI+WZzBsq+3kmW1Vjj6oqPN9koZFeuJgRanDjptrILUzCaYQBMvxaanyXZXVqxzGpGyM4TQHs6xvAdo2UsT03m2avxn00I5AJxNXElj9VQboOtxozPBZysc4aVnsRd8noKymy2nKLdvBmh7y0X3NXkKbKbVCIEaoa4gBU00SyjTXbF4m48N1zAH0j8/ok0Q6d47Sec71ZarUQKgWISt4CYgY0l9F92+UEeIxZ7VUOHf8lzGNHpM4lOXgKWB/EOy6CuKy9/Wz1GzRkuMZln98zfSSGQ48SdQOAg2gwsxFkxWQf3jQhTHA8WpFrRYo5jGNEiMCMVkKE7kWnBXrhdMVmBlKXe0c8zV4BgkbhD2JDRr+NCzi1o5VFOfqH4Xc7ID9gN9aw3/Y1OaiDZp9O8xS706EsOa/JgI7S6p+gg3AtBWKfHpSXGevGYJhAFkyJBKHFPsZeW3a27sMFi0hlc7LZOqxMWh8R7a3Ioz3OWBNSrKg7IlAoPIB/KGz8GSgBLDPopKX4cKRvBhBxL6wSROS0o7doBPQE95SoOWkqUYT1kS3P6LQ8ghrf1ynwtK9LMa2hoD/v/UVSDUZ4JgRQnseHhTlbvAa3aUezGZw+grLytweJaLmBEbV8B2v1DIaCHgEqO/zWL8vrjK9RX/9YFx6LU1JIKlzejnPyf/A9lEMVLJ++82AAAAABJRU5ErkJggg==)  
![s_{db}^l = \beta_{2} s_{db}^l + (1-\beta_{2})(db^{l})^2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAL8AAAATBAMAAAAzGsGgAAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAC/ElEQVQ4EZVVv2sUURD+3PuxSfZuE9KIhbCQKkIkRWKwORZyRxKCYVETUIMuGGOlHCgSbHKkUUjhNqLlpbBJIRFELZRcIaawOdAoNnLk8BeSYxH/AGfer9tLSMCBm5nvm+/NvH37lgPI0hH7A2zqAP5wWracuSZVTniI+sXemrWXUNjjKBxFaunB8U8wB6R8EZKuNK7RiE50rOvERCkeI5zn35PNiFuOIRPmNoSo1xMh4VzkAwX/JGhO3TJOxh2cEmeJ/MGF/nwd1JJxD2MgJ0PCn0WvHlAzdFlkd+A0I8NxosSZYdghwUytO+CWhLHAdeCVDAnfwBWFnIqhQ5F93ncptDhCnveQD4/IlhHSPuGBUlAIxNKEKz2IGVkjs6lvhg5FFu0boMRYRTct+TjlXyjWueUqZp0ycN2uvCHUYRlveoWJbHnJ2TaVkDM73jtAi9HEMjDoPfO+4Cu3bNrra7TiMQ1Rll0ku0nABc4w131PVUQI2fOV7vxutJiW0JW+ink8xE+WihbAxWMMOo3WTKa/B8isRbpAw98t0jtL1/WAyftkG2I3QkyvkloexSn04QYv06/2ta+bmEgDPjy3qrTft4YDQs7bA3TFiOdogNOHv04NYtmcUOTKqQCYz4eEzBHdBrbm8B5bGOVr90n2Ygn4VnUekRZjnPacidB/KbarLJXf6hC6KF9yG0xpO4dsA6hadVTotVZakg85WHRoLv3apsRAAYOwam51J+6iPTNmSxd3yLe6ygIpN136Tc/jozjjUbuGetWhqMawTx/3RSqdFmMFvXR1JhY2WvJqi4soNHbhUU9TDFXrfI5FCW79Kj+lgyILhZe5SKXzObC4Aj7ttlVMOojaMmIDAZ/yTPCSGSvK2THtjEw+JJ9oh/mEWMzdK4lKYtquHY87iQH8/eHueh+r3fpyengzsU58/glsxENEqqcWZcbKWu5oMUvztaV1QtFtNM/76n9D0hOJKqVGPMyAt6aMsbKBy9spdVM0ZaI1uhsUGgb+d/IPMyKwvtq2rG0AAAAASUVORK5CYII=)  
The bias corrections for the 2nd moment  
![sCorrected_{dW}^l= \frac {s_{dW}^l}{1 - \beta_{2}^{t}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJcAAAAdBAMAAABVmuP0AAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACsElEQVRIDa1VS2jUUBQ9+U2mTScduxERIaUi1PoJdUbQUgk6g/1gedBqaxUdnFIXRUntQpCCQRF3Ohut4KYbcRtRLEgXg+CqCwOtFIRCsAq6UIoVXepLk2CeE6YO0wc3995zzz15980LA9S9jtWtEBFYjsR1h1bdChGBrRRTOiPC/xv2xhOz57riC1XRl7FVkegVuHjlkEQqUAqYAZh6kokrQ75f0cbfBt5rcex0CLZ8DyPGD8o62pPOtD2ihfg+Kn8+TKJeKQeZVA6jaBnYPQgkBfcG/m7wJ2XsYVl+JhQCNDVhBVGFyy2KTs81ewNvyxPVG6YDwjdXXP5Y8AxCzoaQzx8tmsj0g1/qPfGpQsUH5EKXcic15CeXZavB2gh/4fHckY6yZ5iBw89IJU5Dg5lCu/as451Pr3iK7l3+jXrLxx+Z4FwvTDkokiLgWaIg6wmdN+eBcUyhyJ5oYpyuq347kBmDJW0oAKM7MOkNbHI21rFAI2rc0ipaTeAzsGtAx3YcDls38fMGRwDFfgXs5NOAZ5O0Z5TaPcg0U9L4ESvCbYuuNJpMgTTrgEonEUvSGuAZHQ9nAW1B9C6HVEILgfT6t9lnJC7RQ2DGDF5zgfr9SEJ+Ct5FI5pNem7e2dGYdxshG2kRszjAl9VZF7LVjVaIQa/v2nTfSwNz6xog5j7QO7ZIf3gp04mkTe8gNSWbh5TtR8bA8yGC1ZNjNlS3B33aHCN2KhAblh2LKWySTH0xLyrTpsHQ1EDMFYhlMpWqCV9qwrTYfFpjWKHYmYcYYwrVE9W5ib3Hk/98B4GYRA++lqW6q4QzUmtsDxXrXlnRqZjGFqpnfPYrSUIlLCvYmYCDyDlsqfZsxL/MQq5TJFv1/3nd28ZE7XuJ7fCGD7/1WEItoEHJL5RaOqpz5bcP8AcGgZUQKkh7tQAAAABJRU5ErkJggg==)  
![sCorrected_{db}^l= \frac {s_{db}^l}{1 - \beta_{2}^{t}}](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJAAAAAdBAMAAAC3RviNAAAAMFBMVEX///8AAADu7u6IiIiqqqq6urpmZmbc3NxUVFQyMjIQEBDMzMwiIiJ2dnaYmJhERETYJMimAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACiklEQVRIDa1VTWgTQRh9md3Jpk2zib2IiBARBInK0iaCHspCu0opLXuIB4tIMFoREbYExYPSRQ8eBM2tgpdexJusBCxIwRy89RJIVRAKi1FQxBL8xZszm83PxJBYtgPfznvv+77H/JEAwYbkButvdcesFgwGIsHa2907ZlRKtk3/E033qJNOl5wecn/peY+0IXWL8tVxanaLnDcvJfY43SN942eXSO4A75JdokcTTXH0WxO1Z6oVQIr32gIOs9Wc7eAtGC37kJabqJUDiKEBtt2h/GL4YAdvQSnnw9gV20fiJM9qr5gbHwcMU+UbSEHacuW3H3I8IE05kAzjRN5CegZkY3ryo1fd/bkurVbON8RLij1ke/A3Hq0eT5V5YBkVskyLoSSGrBgOJZ+lXjfKu75zkWt6vaE9tBByOYxVkDfzAI9wTtHCGrHWgAUUkO84wQU+vAbeJJ3UJxwOgPk9WOTQCjn4jnWGWIQ2athvAZ+AfXMaduMYLx0w1vSQCUSdF8BekmB3wWKR9cyzuA+FsWgCP/412SUMjFiSGdcAla1eLtI6wINtCWeA5LrMHwAtYtQELb/hbuLWuMIKXOAIIlCegLgYRtxi58TPimHiDkPREzJWcJSU1RUXir3ldTU/ZNxH2S9LY4A89Z69oSq7XJoeQ8SBF9GMAZqZQVpHKWuiduqCA9W92/TwZrnaoNS6ta0fk8Jn62lGcKo1mIpMRBESfQkpjij1uFDiG9HLubAuJPoStbIkay+FEt/IhC3IA4jq1rL6RaGoBmlzswoTtwV5ACGZr+aEKxT5K9JIXZ4VEtsk9IHudaQnk8ZO/L0pFrMLs2cTdFBucC6oC+uXWUT1HVgRX8vNP+Zf8OaTp+Sujt0AAAAASUVORK5CYII=)

The Adam Gradient Descent is given by  
![W^{l} = W^{l} - \frac {\alpha vCorrected_{dW}^l}{\sqrt (s_{dW}^l + \epsilon) }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAKwAAAAiCAMAAAD1VcJCAAAAOVBMVEX///8AAAB2dnYyMjKYmJiIiIgQEBAiIiJUVFTMzMy6urqqqqpERETc3NxmZmbu7u6Ojo5lZWWhoaHR55UmAAAACXBIWXMAAA7EAAAOxAGVKw4bAAADMklEQVRYCc1YAXLjIAyUMcQgjOnd/x97KxE7NAbXuTZNNFMHxIIWIQSU6G3F2beltidm0l73S5rorGVzaCxXrTyRr6q/W/QR9ow7NDpWrcm/jmyhyaGisyuG2pXWBld7eodeFbGe4qps/x5Ak4sLJUp2IfcxbN1VnQ1bpx8KLlrKJtrgFy41Ss6OKbjDqa0DhmUtffl7AMWMEafEaab0Z95GgtpZTlOe9ZNHUKMx0Uw+UanhS9PW4VPBDCNyhLtMElD+gj3gJL6assP2oRYD8YwNDcLhb1lhjCvqJWYLY/qJnhNFbQY/rQkGM2zLRfPZqDs1MDBzP1jusX2oxagsJuGwSBpY4gNRowJl+TBYY9VBHVuKtSYY64QIXOxBfArE/spJXUqTzk55d5YAveke24fmJUaWHIBYyJSMjbpeiE7ZOOo4/RjA8sLMtAAnNcqOrRGySAiYR7pg2lITUZ9GL12xJESfdqUAKrnDHkGrXv9XjBE5JBrERsrbXpuxnzIbWSl1LOK/O/od9gjaHeNkQ0IWCfAck2FdFO3nEQCRnMS31kNZguaYd9gjaLP/A0pkNMkPE5NdAxa94dMUyCIybhMogy6bqMsPsQ/QOAlFngYheJJX6+gIn0IZhx3XxqA9bPSrbNHV6P0DKnsJ2Fc8pH6oblbOY4cnCGjEQZY/DPtbxhYFy7oQfew2n+cWeJCEm4YzC/gItsNaPd5p+1qNs1nk1IXgEWzHsh4FnbZ3U8uJuoocs28ttWNf+HA55SO9qqz5XK8j3W65WoMu6KkN4li934mVFtkqMsI6qacy6g8uji3XL2CaD5fanaf2fN/Yd1vEsYWCY24+XArZYHBfpEUugS+QYjZIBOji49pa+/DGSLXysIHYl8RBmot1vT5pPkh+3p/u2Rgz4i9Fj8lUAaPUf+uTyvmojtVXAmJXz5f9w0U9iyu3iD1zqD5hDrP4s9xLJRJzvB4Ou4dLCQ48b4A314fXE/gcDhmGRMWxFLbs1Hq41JHcSm2HVn6qcVyujr3l2fbD5Wbw+B84N9zPl3jY/i2Xr65tP1w20/kluaCYny67CGw+XDayryxcd/h3KPwDEt4X3Qk/CjsAAAAASUVORK5CYII=)  
![b^{l} = b^{l} - \frac {\alpha vCorrected_{db}^l}{\sqrt (s_{db}^l + \epsilon) }](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAI8AAAAiBAMAAACUz5eQAAAAMFBMVEX///8AAADMzMxEREQyMjJ2dna6urqqqqqYmJiIiIhUVFTu7u5mZmYQEBAiIiLc3Nxj5yhsAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACyElEQVRIDa1UPWjUYBh+mrsklx8u7exgoBRtVcwgLi6ZdBEM0j8nT6zWqtBgf85qh1Cw9OgSCvYOuwQHBR164hU6ONxiFXTo7tKtg8upoLao+H7ppfdlKE08H7i87/PmeZ98+fLdC7SNStsOTYOrKY3kyrwTb6kyKm0F8eqh7DkUPy6yGTWCgIXkEH1IZkwuBIzm5lZa1clWGmayzRWMcr2xXi+/YqWdWW2wtHbLF8re2kzfBoWdya9LLfHJVhpmQp0rZDHj3bF+TrCSrcz/eT3+2aoZ3qWM2qgZi3Y+kgpngHJEWOy2obhc4RFGGjl//Dbta87RH5aw7uPBuBwgTyFX/7YvHQDO7RNKRAeZ8Hs0iwu4Dt10s4CreFmsQm1gBjuetiuxUDJRw1OmPQ9sNXvCkC3Qszi8Kd515UrVGCpCG1qBhQw9bPTExk19kcLy4wJUBEzfib3tj3o7gL4oTxSLV7BNB0O6MKXM8w0jRadS4AuH5EawZDgfaJW2ODfIa/sx3JPGSPZWJdcGsgUlYD76R8J7Ss7jCePJUX6Higl0VHUn1nQEbxmXXxDCrxG7ezA5hTx/aiBsYjum7kqETnTjd9gXvZpgGZsxo6SkhmcxqWarhViBJ1pXVyfP+TxXKvAUWFiOc57RWfw/GAttFK9tNyt0EBvtGkk+fpCHyvloPkcSp7RFdRI3jZSw71jibk44Btkl2lsNa3tGOnc/cWqB2pTRXjMyEoaretoN0wDBYW81LTYfTCuq0fBna0wBgyayWmVD7dfZsM0Y6B+4PDG997JpjL6Y6AEZSf5xaDb7N9OKpmhFZgoXJs1YeEnDpmFM+0AQUIWMxCLEKrubAsJR2iIIHrXIUz6brWRE4A9VWDj0cpG2CCAz7Cqn2Wyl7SfcC69pLtduMPU6/e6r39lsDaG5zSR5yH+KtMqsy2brv0Jmb3Uw/gJUdZ7yaAKBYgAAAABJRU5ErkJggg==)  
The code snippet of Adam in R is included below

# Perform Gradient Descent with Adam

# Input : Weights and biases

# : beta1

# : epsilon

# : gradients

# : learning rate

# : outputActivationFunc - Activation function at hidden layer sigmoid/softmax

#output : Updated weights after 1 iteration

gradientDescentWithAdam <- function(parameters, gradients,v, s, t,

beta1=0.9, beta2=0.999, epsilon=10^-8, learningRate=0.1,outputActivationFunc="sigmoid"){

L = length(parameters)/2 # number of layers in the neural network

v\_corrected <- list()

s\_corrected <- list()

# Update rule for each parameter. Use a for loop.

for(l in 1:(L-1)){

# v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk

v[[paste("dW",l, sep="")]] = beta1\*v[[paste("dW",l, sep="")]] +

(1-beta1) \* gradients[[paste('dW',l,sep="")]]

v[[paste("db",l, sep="")]] = beta1\*v[[paste("db",l, sep="")]] +

(1-beta1) \* gradients[[paste('db',l,sep="")]]

# Compute bias-corrected first moment estimate.

v\_corrected[[paste("dW",l, sep="")]] = v[[paste("dW",l, sep="")]]/(1-beta1^t)

v\_corrected[[paste("db",l, sep="")]] = v[[paste("db",l, sep="")]]/(1-beta1^t)

# Element wise multiply of gradients

s[[paste("dW",l, sep="")]] = beta2\*s[[paste("dW",l, sep="")]] +

(1-beta2) \* gradients[[paste('dW',l,sep="")]] \* gradients[[paste('dW',l,sep="")]]

s[[paste("db",l, sep="")]] = beta2\*s[[paste("db",l, sep="")]] +

(1-beta2) \* gradients[[paste('db',l,sep="")]] \* gradients[[paste('db',l,sep="")]]

# Compute bias-corrected second moment estimate.

s\_corrected[[paste("dW",l, sep="")]] = s[[paste("dW",l, sep="")]]/(1-beta2^t)

s\_corrected[[paste("db",l, sep="")]] = s[[paste("db",l, sep="")]]/(1-beta2^t)

# Update parameters.

d1=sqrt(s\_corrected[[paste("dW",l, sep="")]]+epsilon)

d2=sqrt(s\_corrected[[paste("db",l, sep="")]]+epsilon)

parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] -

learningRate \* v\_corrected[[paste("dW",l, sep="")]]/d1

parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] -

learningRate\*v\_corrected[[paste("db",l, sep="")]]/d2

}

# Compute for the Lth layer

if(outputActivationFunc=="sigmoid"){

v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] +

(1-beta1) \* gradients[[paste('dW',L,sep="")]]

v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] +

(1-beta1) \* gradients[[paste('db',L,sep="")]]

# Compute bias-corrected first moment estimate.

v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t)

v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t)

# Element wise multiply of gradients

s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] +

(1-beta2) \* gradients[[paste('dW',L,sep="")]] \* gradients[[paste('dW',L,sep="")]]

s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] +

(1-beta2) \* gradients[[paste('db',L,sep="")]] \* gradients[[paste('db',L,sep="")]]

# Compute bias-corrected second moment estimate.

s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t)

s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t)

# Update parameters.

d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon)

d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon)

parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] -

learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1

parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] -

learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2

}else if (outputActivationFunc=="softmax"){

v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] +

(1-beta1) \* t(gradients[[paste('dW',L,sep="")]])

v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] +

(1-beta1) \* t(gradients[[paste('db',L,sep="")]])

# Compute bias-corrected first moment estimate.

v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t)

v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t)

# Element wise multiply of gradients

s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] +

(1-beta2) \* t(gradients[[paste('dW',L,sep="")]]) \* t(gradients[[paste('dW',L,sep="")]])

s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] +

(1-beta2) \* t(gradients[[paste('db',L,sep="")]]) \* t(gradients[[paste('db',L,sep="")]])

# Compute bias-corrected second moment estimate.

s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t)

s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t)

# Update parameters.

d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon)

d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon)

parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] -

learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1

parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] -

learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2

}

return(parameters)

}

**5.1a. Stochastic Gradient Descent with Adam – Python**

import numpy as np

import matplotlib

import matplotlib.pyplot as plt

import sklearn.linear\_model

import pandas as pd

import sklearn

import sklearn.datasets

exec(open("DLfunctions7.py").read())

exec(open("load\_mnist.py").read())

training=list(read(dataset='training',path=".\\mnist"))

test=list(read(dataset='testing',path=".\\mnist"))

lbls=[]

pxls=[]

print(len(training))

#for i in range(len(training)):

for i in range(60000):

l,p=training[i]

lbls.append(l)

pxls.append(p)

labels= np.array(lbls)

pixels=np.array(pxls)

y=labels.reshape(-1,1)

X=pixels.reshape(pixels.shape[0],-1)

X1=X.T

Y1=y.T

# Create a list of random numbers of 1024

permutation = list(np.random.permutation(2\*\*10))

# Subset 16384 from the data

X2 = X1[:, permutation]

Y2 = Y1[:, permutation].reshape((1,2\*\*10))

layersDimensions=[784, 15,9,10]

#Perform SGD with Adam optimization

parameters = L\_Layer\_DeepModel\_SGD(X2, Y2, layersDimensions, hiddenActivationFunc='relu',

outputActivationFunc="softmax",learningRate = 0.01 ,

optimizer="adam", beta1=0.9, beta2=0.9, epsilon = 1e-8,

mini\_batch\_size =512, num\_epochs = 1000, print\_cost = True, figure="fig5.png")
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**5.1b. Stochastic Gradient Descent with Adam – R**

source("mnist.R")

source("DLfunctions7.R")

load\_mnist()

x <- t(train$x)

X <- x[,1:60000]

y <-train$y

y1 <- y[1:60000]

y2 <- as.matrix(y1)

Y=t(y2)

# Subset 1024 random samples from MNIST

permutation = c(sample(2^10))

# Randomly shuffle the training data

X1 = X[, permutation]

y1 = Y[1, permutation]

y2 <- as.matrix(y1)

Y1=t(y2)

layersDimensions=c(784, 15,9, 10)

#Perform SGD with Adam

retvalsSGD= L\_Layer\_DeepModel\_SGD(X1, Y1, layersDimensions,

hiddenActivationFunc='tanh',

outputActivationFunc="softmax",

learningRate = 0.005,

optimizer="adam",

beta1=0.7,

beta2=0.9,

epsilon=10^-8,

mini\_batch\_size = 512,

num\_epochs = 5000 ,

print\_cost = True)

#Plot the cost vs iterations

iterations <- seq(0,5000,1000)

costs=retvalsSGD$costs

df=data.frame(iterations,costs)

ggplot(df,aes(x=iterations,y=costs)) + geom\_point() + geom\_line(color="blue") +

ggtitle("Costs vs number of epochs") + xlab("No of epochs") + ylab("Cost")
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**5.1c. Stochastic Gradient Descent with Adam – Octave**

source("DL7functions.m")

load('./mnist/mnist.txt.gz');

#Create a random permutatation from 1024

permutation = randperm(1024);

disp(length(permutation));

# Use this 1024 as the batch

X=trainX(permutation,:);

Y=trainY(permutation,:);

# Set layer dimensions

layersDimensions=[784, 15, 9, 10];

# Note the high value for epsilon.

#Otherwise GD with Adam does not seem to converge

# Perform SGD with Adam

[weights biases costs]=L\_Layer\_DeepModel\_SGD(X', Y', layersDimensions,

hiddenActivationFunc='relu',

outputActivationFunc="softmax",

learningRate = 0.1,

lrDecay=false,

decayRate=1,

lambd=0,

keep\_prob=1,

optimizer="adam",

beta=0.9,

beta1=0.9,

beta2=0.9,

epsilon=100,

mini\_batch\_size = 512,

num\_epochs = 5000);

plotCostVsEpochs(5000,costs)
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**DLFunctions7.R**

|  |
| --- |
| library(ggplot2) |
|  | library(PRROC) |
|  | library(dplyr) |
|  |  |
|  | # Compute the sigmoid of a vector |
|  | sigmoid <- function(Z){ |
|  | A <- 1/(1+ exp(-Z)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  |  |
|  | } |
|  |  |
|  | # This is the older version. Very performance intensive |
|  | reluOld <-function(Z){ |
|  | A <- apply(Z, 1:2, function(x) max(0,x)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the Relu of a vector |
|  | relu <-function(Z){ |
|  | # Perform relu. Set values less that equal to 0 as 0 |
|  | Z[Z<0]=0 |
|  | A=Z |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the tanh activation of a vector |
|  | tanhActivation <- function(Z){ |
|  | A <- tanh(Z) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Conmpute the softmax of a vector |
|  | softmax <- function(Z){ |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | A = exp\_scores / rowSums(exp\_scores) |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the detivative of Relu |
|  | # g'(z) = 1 if z >0 and 0 otherwise |
|  | reluDerivative <-function(dA, cache){ |
|  | Z <- cache |
|  | dZ <- dA |
|  | # Create a logical matrix of values > 0 |
|  | a <- Z > 0 |
|  | # When z <= 0, you should set dz to 0 as well. Perform an element wise multiply |
|  | dZ <- dZ \* a |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of sigmoid |
|  | # Derivative g'(z) = a\* (1-a) |
|  | sigmoidDerivative <- function(dA, cache){ |
|  | Z <- cache |
|  | s <- 1/(1+exp(-Z)) |
|  | dZ <- dA \* s \* (1-s) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of tanh |
|  | # Derivative g'(z) = 1- a^2 |
|  | tanhDerivative <- function(dA, cache){ |
|  | Z = cache |
|  | a = tanh(Z) |
|  | dZ = dA \* (1 - a^2) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Populate a matrix of 1s in rows where Y==1 |
|  | # This may need to be extended for K classes. Currently |
|  | # supports K=3 & K=10 |
|  | popMatrix <- function(Y,numClasses){ |
|  | a=rep(0,times=length(Y)) |
|  | Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  | if(numClasses==3){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | } else if (numClasses==10){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | Y1[Y==3,4]=1 |
|  | Y1[Y==4,5]=1 |
|  | Y1[Y==5,6]=1 |
|  | Y1[Y==6,7]=1 |
|  | Y1[Y==7,8]=1 |
|  | Y1[Y==8,9]=1 |
|  | Y1[Y==9,0]=1 |
|  | } |
|  | return(Y1) |
|  | } |
|  |  |
|  | softmaxDerivative <- function(dA, cache ,y,numTraining,numClasses){ |
|  | # Note : dA not used. dL/dZ = dL/dA \* dA/dZ = pi-yi |
|  | Z <- cache |
|  | # Compute softmax |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | probs = exp\_scores / rowSums(exp\_scores) |
|  | # Create a matrix of zeros |
|  | Y1=popMatrix(y,numClasses) |
|  | #a=rep(0,times=length(Y)) |
|  | #Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  | dZ = probs-Y1 |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | initializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1])\*0.01 |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  |  |
|  |  |
|  | # He Initialization model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | # He initilization multiplies the random numbers with sqrt(2/layerDimensions[previouslayer]) |
|  | HeInitializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1]) |
|  |  |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | # He initialization - Divide by sqrt(2/layerDimensions[previous layer]) |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1])\*sqrt(2/layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  | # XavInitializeDeepModel Initialization model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | # He initilization multiplies the random numbers with sqrt(1/layerDimensions[previouslayer]) |
|  | XavInitializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1]) |
|  |  |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | # He initialization - Divide by sqrt(2/layerDimensions[previous layer]) |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1])\*sqrt(1/layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  | # Initialize velocity |
|  | # Input : parameters |
|  | # Returns: Initial velocity v |
|  | initializeVelocity <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | v <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | v[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | v[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  |  |
|  | return(v) |
|  | } |
|  |  |
|  |  |
|  | # Initialize RMSProp |
|  | # Input : parameters |
|  | # Returns: Initial RMSProp s |
|  | initializeRMSProp <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | s <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | s[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | s[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  |  |
|  | return(s) |
|  | } |
|  |  |
|  | # Initialize Adam |
|  | # Input : parameters |
|  | # Returns: Initial RMSProp s |
|  | initializeAdam <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | v <- list() |
|  | s <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | v[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | s[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | v[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | s[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  | retvals <- list("v"=v,"s"=s) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | layerActivationForward <- function(A\_prev, W, b, activationFunc){ |
|  |  |
|  | # Compute Z |
|  | z = W %\*% A\_prev |
|  | # Broadcast the bias 'b' by column |
|  | Z <-sweep(z,1,b,'+') |
|  |  |
|  | forward\_cache <- list("A\_prev"=A\_prev, "W"=W, "b"=b) |
|  | # Compute the activation for sigmoid |
|  | if(activationFunc == "sigmoid"){ |
|  | vals = sigmoid(Z) |
|  | } else if (activationFunc == "relu"){ # Compute the activation for relu |
|  | vals = relu(Z) |
|  | } else if(activationFunc == 'tanh'){ # Compute the activation for tanh |
|  | vals = tanhActivation(Z) |
|  | } else if(activationFunc == 'softmax'){ |
|  | vals = softmax(Z) |
|  | } |
|  | # Create a list of forward and activation cache |
|  | cache <- list("forward\_cache"=forward\_cache, "activation\_cache"=vals[['Z']]) |
|  | retvals <- list("A"=vals[['A']],"cache"=cache) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - elu/sigmoid/tanh |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | forwardPropagationDeep <- function(X, parameters,keep\_prob=1, hiddenActivationFunc='relu', |
|  | outputActivationFunc='sigmoid'){ |
|  | caches <- list() |
|  | dropoutMat <- list() |
|  | # Set A to X (A0) |
|  | A <- X |
|  | L <- length(parameters)/2 # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for(l in 1:(L-1)){ |
|  | A\_prev <- A |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | # Set W and b for layer 'l' |
|  | # Loop throug from W1,W2... WL-1 |
|  | W <- parameters[[paste("W",l,sep="")]] |
|  | b <- parameters[[paste("b",l,sep="")]] |
|  | # Compute the forward propagation through layer 'l' using the activation function |
|  | actForward <- layerActivationForward(A\_prev, |
|  | W, |
|  | b, |
|  | activationFunc = hiddenActivationFunc) |
|  | A <- actForward[['A']] |
|  | # Append the cache A\_prev,W,b, Z |
|  | caches[[l]] <-actForward |
|  |  |
|  | # Randomly drop some activation units |
|  | # Create a matrix as the same shape as A |
|  | set.seed(1) |
|  | i=dim(A)[1] |
|  | j=dim(A)[2] |
|  | a<-rnorm(i\*j) |
|  | # Normalize a between 0 and 1 |
|  | a = (a - min(a))/(max(a) - min(a)) |
|  | # Create a matrix of D |
|  | D <- matrix(a,nrow=i, ncol=j) |
|  | # Find D which is less than equal to keep\_prob |
|  | D <- D < keep\_prob |
|  | # Remove some A's |
|  | A <- A \* D |
|  | # Divide by keep\_prob to keep expected value same |
|  | A <- A/keep\_prob |
|  | dropoutMat[[paste("D",l,sep="")]] <- D |
|  | } |
|  |  |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | # Set the weights and biases for the last layer |
|  | W <- parameters[[paste("W",L,sep="")]] |
|  | b <- parameters[[paste("b",L,sep="")]] |
|  | # Last layer |
|  | actForward = layerActivationForward(A, W, b, activationFunc = outputActivationFunc) |
|  | AL <- actForward[['A']] |
|  | # Append the output of this forward propagation through the last layer |
|  | caches[[L]] <- actForward |
|  | # Create a list of the final output and the caches |
|  | fwdPropDeep <- list("AL"=AL,"caches"=caches,"dropoutMat"=dropoutMat) |
|  | return(fwdPropDeep) |
|  |  |
|  | } |
|  |  |
|  | pickColumns <- function(AL,Y,numClasses){ |
|  | if(numClasses==3){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | } |
|  | else if (numClasses==10){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3],AL[Y==3,4],AL[Y==4,5], |
|  | AL[Y==5,6],AL[Y==6,7],AL[Y==7,8],AL[Y==8,9],AL[Y==9,10]) |
|  | } |
|  | return(a) |
|  | } |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # :outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | computeCost <- function(AL,Y,outputActivationFunc="sigmoid",numClasses=3){ |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | m= length(Y) |
|  | cost=-1/m\*sum(Y\*log(AL) + (1-Y)\*log(1-AL)) |
|  |  |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | # Select the elements where the y values are 0, 1 or 2 and make a vector |
|  | # Pick columns |
|  | #a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | m= length(Y) |
|  | a =pickColumns(AL,Y,numClasses) |
|  | #a = c(A2[y=k,k+1]) |
|  | # Take log |
|  | correct\_probs = -log(a) |
|  |  |
|  | # Compute loss |
|  | cost= sum(correct\_probs)/m |
|  | } |
|  | return(cost) |
|  | } |
|  |  |
|  |  |
|  | # Compute the cost with Regularization |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # :outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | computeCostWithReg <- function(parameters, AL,Y,lambd, outputActivationFunc="sigmoid",numClasses=3){ |
|  |  |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | m= length(Y) |
|  | cost=-1/m\*sum(Y\*log(AL) + (1-Y)\*log(1-AL)) |
|  |  |
|  | # Regularization cost |
|  | L <- length(parameters)/2 |
|  | L2RegularizationCost=0 |
|  | for(l in 1:L){ |
|  | L2RegularizationCost = L2RegularizationCost + |
|  | sum(parameters[[paste("W",l,sep="")]]^2) |
|  | } |
|  | L2RegularizationCost = (lambd/(2\*m))\*L2RegularizationCost |
|  | cost = cost + L2RegularizationCost |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | # Select the elements where the y values are 0, 1 or 2 and make a vector |
|  | # Pick columns |
|  | #a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | m= length(Y) |
|  | a =pickColumns(AL,Y,numClasses) |
|  | #a = c(A2[y=k,k+1]) |
|  | # Take log |
|  | correct\_probs = -log(a) |
|  | # Compute loss |
|  | cost= sum(correct\_probs)/m |
|  |  |
|  | # Regularization cost |
|  | L <- length(parameters)/2 |
|  | L2RegularizationCost=0 |
|  | # Add L2 norm |
|  | for(l in 1:L){ |
|  | L2RegularizationCost = L2RegularizationCost + |
|  | sum(parameters[[paste("W",l,sep="")]]^2) |
|  | } |
|  | L2RegularizationCost = (lambd/(2\*m))\*L2RegularizationCost |
|  | cost = cost + L2RegularizationCost |
|  | } |
|  | return(cost) |
|  | } |
|  |  |
|  | # Compute the backpropagation through a layer |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # activationFunc |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  |  |
|  | layerActivationBackward <- function(dA, cache, Y, activationFunc,numClasses){ |
|  | # Get A\_prev,W,b |
|  | forward\_cache <-cache[['forward\_cache']] |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | A\_prev <- forward\_cache[['A\_prev']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Get Z |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | if(activationFunc == "relu"){ |
|  | dZ <- reluDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "sigmoid"){ |
|  | dZ <- sigmoidDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "tanh"){ |
|  | dZ <- tanhDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "softmax"){ |
|  | dZ <- softmaxDerivative(dA, activation\_cache,Y,numtraining,numClasses) |
|  | } |
|  |  |
|  | if (activationFunc == 'softmax'){ |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | dW = 1/numtraining \* A\_prev%\*%dZ |
|  | db = 1/numtraining\* matrix(colSums(dZ),nrow=1,ncol=numClasses) |
|  | dA\_prev = dZ %\*%W |
|  | } else { |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | numtraining = dim(A\_prev)[2] |
|  |  |
|  | dW = 1/numtraining \* dZ %\*% t(A\_prev) |
|  | db = 1/numtraining \* rowSums(dZ) |
|  | dA\_prev = t(W) %\*% dZ |
|  | } |
|  | retvals <- list("dA\_prev"=dA\_prev,"dW"=dW,"db"=db) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the backpropagation through a layer with Regularization |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # activationFunc |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  |  |
|  | layerActivationBackwardWithReg <- function(dA, cache, Y, lambd, activationFunc,numClasses){ |
|  | # Get A\_prev,W,b |
|  | forward\_cache <-cache[['forward\_cache']] |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | A\_prev <- forward\_cache[['A\_prev']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Get Z |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | if(activationFunc == "relu"){ |
|  | dZ <- reluDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "sigmoid"){ |
|  | dZ <- sigmoidDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "tanh"){ |
|  | dZ <- tanhDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "softmax"){ |
|  | dZ <- softmaxDerivative(dA, activation\_cache,Y,numtraining,numClasses) |
|  | } |
|  |  |
|  | if (activationFunc == 'softmax'){ |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | # Add the regularization factor |
|  | dW = 1/numtraining \* A\_prev%\*%dZ + (lambd/numtraining) \* t(W) |
|  | db = 1/numtraining\* matrix(colSums(dZ),nrow=1,ncol=numClasses) |
|  | dA\_prev = dZ %\*%W |
|  | } else { |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Add the regularization factor |
|  | dW = 1/numtraining \* dZ %\*% t(A\_prev) + (lambd/numtraining) \* W |
|  | db = 1/numtraining \* rowSums(dZ) |
|  | dA\_prev = t(W) %\*% dZ |
|  | } |
|  | retvals <- list("dA\_prev"=dA\_prev,"dW"=dW,"db"=db) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the backpropagation for 1 cycle through all layers |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers - relu/tanh/sigmoid |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # |
|  | backwardPropagationDeep <- function(AL, Y, caches,dropoutMat, lambd=0, keep\_prob=0, hiddenActivationFunc='relu', |
|  | outputActivationFunc="sigmoid",numClasses){ |
|  | #initialize the gradients |
|  | gradients = list() |
|  | # Set the number of layers |
|  | L = length(caches) |
|  | numTraining = dim(AL)[2] |
|  |  |
|  | if(outputActivationFunc == "sigmoid") |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a) - ((1-y)/(1-a)) - At the output layer |
|  | dAL = -( (Y/AL) -(1 - Y)/(1 - AL)) |
|  | else if(outputActivationFunc == "softmax"){ |
|  | dAL=0 |
|  | Y=t(Y) |
|  | } |
|  |  |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | # Start with Layer L |
|  | # Get the current cache |
|  | current\_cache = caches[[L]]$cache |
|  | if (lambd==0){ |
|  | retvals <- layerActivationBackward(dAL, current\_cache, Y, |
|  | activationFunc = outputActivationFunc,numClasses) |
|  | } else { |
|  | retvals = layerActivationBackwardWithReg(dAL, current\_cache, Y, lambd, |
|  | activationFunc = outputActivationFunc,numClasses) |
|  | } |
|  |  |
|  |  |
|  |  |
|  | #Note: Take the transpose of dA |
|  | if(outputActivationFunc =="sigmoid") |
|  | gradients[[paste("dA",L,sep="")]] <- retvals[['dA\_prev']] |
|  | else if(outputActivationFunc =="softmax") |
|  | gradients[[paste("dA",L,sep="")]] <- t(retvals[['dA\_prev']]) |
|  |  |
|  | gradients[[paste("dW",L,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",L,sep="")]] <- retvals[['db']] |
|  |  |
|  |  |
|  |  |
|  | # Traverse in the reverse direction |
|  | for(l in (L-1):1){ |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | current\_cache = caches[[l]]$cache |
|  | if (lambd==0){ |
|  | # Get the dropout matrix |
|  | D <-dropoutMat[[paste("D",l,sep="")]] |
|  | # Multiply gradient with dropout matrix |
|  | gradients[[paste('dA',l+1,sep="")]] = gradients[[paste('dA',l+1,sep="")]] \*D |
|  | # Divide by keep\_prob to keep expected value same |
|  | gradients[[paste('dA',l+1,sep="")]] = gradients[[paste('dA',l+1,sep="")]]/keep\_prob |
|  | retvals = layerActivationBackward(gradients[[paste('dA',l+1,sep="")]], |
|  | current\_cache, Y, |
|  | activationFunc = hiddenActivationFunc) |
|  | } else { |
|  | retvals = layerActivationBackwardWithReg(gradients[[paste('dA',l+1,sep="")]], |
|  | current\_cache, Y, lambd, |
|  | activationFunc = hiddenActivationFunc) |
|  | } |
|  |  |
|  | gradients[[paste("dA",l,sep="")]] <-retvals[['dA\_prev']] |
|  | gradients[[paste("dW",l,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",l,sep="")]] <- retvals[['db']] |
|  | } |
|  |  |
|  |  |
|  |  |
|  | return(gradients) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescent <- function(parameters, gradients, learningRate,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",l,sep="")]] |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\* gradients[[paste("db",l,sep="")]] |
|  | } |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",L,sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste("db",L,sep="")]] |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]]) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]]) |
|  |  |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  | # Perform Gradient Descent with momentum |
|  | # Input : Weights and biases |
|  | # : beta |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithMomentum <- function(parameters, gradients,v, beta, learningRate,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  |  |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # Compute velocities |
|  | # v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk |
|  | v[[paste("dW",l, sep="")]] = beta\*v[[paste("dW",l, sep="")]] + |
|  | (1-beta) \* gradients[[paste('dW',l,sep="")]] |
|  | v[[paste("db",l, sep="")]] = beta\*v[[paste("db",l, sep="")]] + |
|  | (1-beta) \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate\* v[[paste("dW",l, sep="")]] |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\* v[[paste("db",l, sep="")]] |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta) \* gradients[[paste('dW',L,sep="")]] |
|  | v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] + |
|  | (1-beta) \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* v[[paste("dW",l, sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* v[[paste("db",l, sep="")]] |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] + |
|  | (1-beta) \* t(gradients[[paste('db',L,sep="")]]) |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]]) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]]) |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent with RMSProp |
|  | # Input : Weights and biases |
|  | # : beta1 |
|  | # : epsilon |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithRMSProp <- function(parameters, gradients,s, beta1, epsilon, learningRate,outputActivationFunc="sigmoid"){ |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # Compute RMSProp |
|  | # s['dWk'] = beta1 \*s['dWk'] + (1-beta1)\*dWk\*\*2/sqrt(s['dWk']) |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",l, sep="")]] = beta1\*s[[paste("dW",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',l,sep="")]] \* gradients[[paste('dW',l,sep="")]] |
|  | s[[paste("db",l, sep="")]] = beta1\*s[[paste("db",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',l,sep="")]] \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate \* gradients[[paste('dW',l,sep="")]]/sqrt(s[[paste("dW",l, sep="")]]+epsilon) |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\*gradients[[paste('db',l,sep="")]]/sqrt(s[[paste("db",l, sep="")]]+epsilon) |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | s[[paste("dW",L, sep="")]] = beta1\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',L,sep="")]] \*gradients[[paste('dW',L,sep="")]] |
|  | s[[paste("db",L, sep="")]] = beta1\*s[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',L,sep="")]] \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste('dW',l,sep="")]]/sqrt(s[[paste("dW",L, sep="")]]+epsilon) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste('db',l,sep="")]]/sqrt( s[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | s[[paste("dW",L, sep="")]] = beta1\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('dW',L,sep="")]]) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | s[[paste("db",L, sep="")]] = beta1\*s[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('db',L,sep="")]]) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]])/sqrt(s[[paste("dW",L, sep="")]]+epsilon) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]])/sqrt( s[[paste("db",L, sep="")]]+epsilon) |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent with Adam |
|  | # Input : Weights and biases |
|  | # : beta1 |
|  | # : epsilon |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithAdam <- function(parameters, gradients,v, s, t, |
|  | beta1=0.9, beta2=0.999, epsilon=10^-8, learningRate=0.1,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | v\_corrected <- list() |
|  | s\_corrected <- list() |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk |
|  | v[[paste("dW",l, sep="")]] = beta1\*v[[paste("dW",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',l,sep="")]] |
|  | v[[paste("db",l, sep="")]] = beta1\*v[[paste("db",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",l, sep="")]] = v[[paste("dW",l, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",l, sep="")]] = v[[paste("db",l, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",l, sep="")]] = beta2\*s[[paste("dW",l, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('dW',l,sep="")]] \* gradients[[paste('dW',l,sep="")]] |
|  | s[[paste("db",l, sep="")]] = beta2\*s[[paste("db",l, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('db',l,sep="")]] \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",l, sep="")]] = s[[paste("dW",l, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",l, sep="")]] = s[[paste("db",l, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",l, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",l, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",l, sep="")]]/d1 |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",l, sep="")]]/d2 |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',L,sep="")]] |
|  | v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('dW',L,sep="")]] \* gradients[[paste('dW',L,sep="")]] |
|  | s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('db',L,sep="")]] \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1 |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2 |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta2) \* t(gradients[[paste('dW',L,sep="")]]) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] + |
|  | (1-beta2) \* t(gradients[[paste('db',L,sep="")]]) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1 |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2 |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : num of iterations |
|  | #output : Updated weights after each iteration |
|  |  |
|  | L\_Layer\_DeepModel <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = 0.5, |
|  | lambd=0, |
|  | keep\_prob=1, |
|  | numIterations = 10000, |
|  | initType="default", |
|  | print\_cost=False){ |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  |  |
|  | # Parameters initialization. |
|  | if (initType=="He"){ |
|  | parameters =HeInitializeDeepModel(layersDimensions) |
|  | } else if (initType=="Xav"){ |
|  | parameters =XavInitializeDeepModel(layersDimensions) |
|  | } |
|  | else{ |
|  | parameters = initializeDeepModel(layersDimensions) |
|  | } |
|  |  |
|  |  |
|  | # Loop (gradient descent) |
|  | for( i in 0:numIterations){ |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID/SOFTMAX. |
|  | retvals = forwardPropagationDeep(X, parameters,keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  | dropoutMat <- retvals[['dropoutMat']] |
|  |  |
|  | # Compute cost. |
|  | if(lambd==0){ |
|  | cost <- computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } else { |
|  | cost <- computeCostWithReg(parameters, AL, Y,lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, Y, caches, dropoutMat, lambd, keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  |  |
|  | if(i%%1000 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Execute a L layer Deep learning model with Stochastic Gradient descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : mini\_batch\_size |
|  | # : num of epochs |
|  | #output : Updated weights after each iteration |
|  | L\_Layer\_DeepModel\_SGD <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = .3, |
|  | lrDecay=FALSE, |
|  | decayRate=1, |
|  | lambd=0, |
|  | keep\_prob=1, |
|  | optimizer="gd", |
|  | beta=0.9, |
|  | beta1=0.9, |
|  | beta2=0.999, |
|  | epsilon=10^-8, |
|  | mini\_batch\_size = 64, |
|  | num\_epochs = 2500, |
|  | print\_cost=False){ |
|  |  |
|  |  |
|  |  |
|  | print("hello") |
|  | cat("learningRate= ",learningRate) |
|  | cat("\n") |
|  | cat("lambd=",lambd) |
|  | cat("\n") |
|  | cat("keep\_prob=",keep\_prob) |
|  | cat("\n") |
|  | cat("optimizer=",optimizer) |
|  | cat("\n") |
|  | cat("lrDecay=",lrDecay) |
|  | cat("\n") |
|  | cat("decayRate=",decayRate) |
|  | cat("\n") |
|  | cat("beta=",beta) |
|  | cat("\n") |
|  | cat("beta1=",beta1) |
|  | cat("\n") |
|  | cat("beta2=",beta2) |
|  | cat("\n") |
|  | cat("epsilon=",epsilon) |
|  | cat("\n") |
|  | cat("mini\_batch\_size=",mini\_batch\_size) |
|  | cat("\n") |
|  | cat("num\_epochs=",num\_epochs) |
|  | cat("\n") |
|  | set.seed(1) |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  | t <- 0 |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  |  |
|  |  |
|  | #Initialize the optimizer |
|  |  |
|  | if(optimizer == "momentum"){ |
|  | v <-initializeVelocity(parameters) |
|  | } else if(optimizer == "rmsprop"){ |
|  | s <-initializeRMSProp(parameters) |
|  | } else if (optimizer == "adam"){ |
|  | adamVals <-initializeAdam(parameters) |
|  | } |
|  |  |
|  | seed=10 |
|  |  |
|  | # Loop for number of epochs |
|  | for( i in 0:num\_epochs){ |
|  | seed=seed+1 |
|  | minibatches = random\_mini\_batches(X, Y, mini\_batch\_size, seed) |
|  |  |
|  | for(batch in 1:length(minibatches)){ |
|  |  |
|  | mini\_batch\_X=minibatches[[batch]][['mini\_batch\_X']] |
|  | mini\_batch\_Y=minibatches[[batch]][['mini\_batch\_Y']] |
|  | # Forward propagation: |
|  | retvals = forwardPropagationDeep(mini\_batch\_X, parameters,keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  | dropoutMat <- retvals[['dropoutMat']] |
|  |  |
|  | # Compute cost. |
|  | # Compute cost. |
|  | if(lambd==0){ |
|  | cost <- computeCost(AL, mini\_batch\_Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } else { |
|  | cost <- computeCostWithReg(parameters, AL, Y,lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, mini\_batch\_Y, caches, dropoutMat, lambd, keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | if(optimizer == "gd"){ |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  | }else if(optimizer == "momentum"){ |
|  | # Update parameters with Momentum |
|  | parameters = gradientDescentWithMomentum(parameters, gradients,v,beta, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  | } else if(optimizer == "rmsprop"){ |
|  | # Update parameters with RMSProp |
|  | parameters = gradientDescentWithRMSProp(parameters, gradients,s,beta1, epsilon,learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  | } else if(optimizer == "adam"){ |
|  | # Update parameters with Adam |
|  | #Get v and s |
|  | t <- t+1 |
|  | v <- adamVals[['v']] |
|  | s <- adamVals[['s']] |
|  | parameters = gradientDescentWithAdam(parameters, gradients,v, s,t, beta1,beta2, epsilon,learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  | } |
|  | } |
|  |  |
|  | if(i%%1000 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | if(lrDecay==TRUE){ |
|  | learningRate = decayRate^(num\_epochs/1000) \* learningRate |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Predict the output for given input |
|  | # Input : parameters |
|  | # : X |
|  | # Output: predictions |
|  | predict <- function(parameters, X,keep\_prob=1, hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,keep\_prob, hiddenActivationFunc) |
|  | predictions <- fwdProp$AL>0.5 |
|  |  |
|  | return (predictions) |
|  | } |
|  |  |
|  | # Plot a decision boundary |
|  | # This function uses ggplot2 |
|  | plotDecisionBoundary <- function(z,retvals,keep\_prob=1,hiddenActivationFunc="sigmoid",lr=0.5){ |
|  | # Find the minimum and maximum for the data |
|  | xmin<-min(z[,1]) |
|  | xmax<-max(z[,1]) |
|  | ymin<-min(z[,2]) |
|  | ymax<-max(z[,2]) |
|  |  |
|  | # Create a grid of values |
|  | a=seq(xmin,xmax,length=100) |
|  | b=seq(ymin,ymax,length=100) |
|  | grid <- expand.grid(x=a, y=b) |
|  | colnames(grid) <- c('x1', 'x2') |
|  | grid1 <-t(grid) |
|  | # Predict the output for this grid |
|  | q <-predict(retvals$parameters,grid1,keep\_prob=1, hiddenActivationFunc) |
|  | q1 <- t(data.frame(q)) |
|  | q2 <- as.numeric(q1) |
|  | grid2 <- cbind(grid,q2) |
|  | colnames(grid2) <- c('x1', 'x2','q2') |
|  |  |
|  | z1 <- data.frame(z) |
|  | names(z1) <- c("x1","x2","y") |
|  | atitle=paste("Decision boundary for learning rate:",lr) |
|  | # Plot the contour of the boundary |
|  | ggplot(z1) + |
|  | geom\_point(data = z1, aes(x = x1, y = x2, color = y)) + |
|  | stat\_contour(data = grid2, aes(x = x1, y = x2, z = q2,color=q2), alpha = 0.9)+ |
|  | ggtitle(atitle) + scale\_colour\_gradientn(colours = brewer.pal(10, "Spectral")) |
|  | } |
|  |  |
|  | # Predict the probability scores for given data set |
|  | # Input : parameters |
|  | # : X |
|  | # Output: probability of output |
|  | computeScores <- function(parameters, X,hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,hiddenActivationFunc) |
|  | scores <- fwdProp$AL |
|  |  |
|  | return (scores) |
|  | } |
|  |  |
|  |  |
|  | random\_mini\_batches <- function(X, Y, miniBatchSize = 64, seed = 0){ |
|  |  |
|  |  |
|  | set.seed(seed) |
|  | # Get number of training samples |
|  | m = dim(X)[2] |
|  | # Initialize mini batches |
|  | mini\_batches = list() |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = c(sample(m)) |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X[, permutation] |
|  | shuffled\_Y = Y[1, permutation] |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = floor(m/miniBatchSize) |
|  | batch=0 |
|  | for(k in 0:(numCompleteMinibatches-1)){ |
|  | batch=batch+1 |
|  | # Set the lower and upper bound of the mini batches |
|  | lower=(k\*miniBatchSize)+1 |
|  | upper=((k+1) \* miniBatchSize) |
|  | mini\_batch\_X = shuffled\_X[, lower:upper] |
|  | mini\_batch\_Y = shuffled\_Y[lower:upper] |
|  | # Add it to the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]] =mini\_batch |
|  |  |
|  |  |
|  | } |
|  |  |
|  | # If the batch size does not divide evenly with mini batc size |
|  | if(m %% miniBatchSize != 0){ |
|  | p=floor(m/miniBatchSize)\*miniBatchSize |
|  | # Set the start and end of last batch |
|  | q=p+m %% miniBatchSize |
|  | mini\_batch\_X = shuffled\_X[,(p+1):q] |
|  | mini\_batch\_Y = shuffled\_Y[(p+1):q] |
|  | } |
|  | # Return the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]]=mini\_batch |
|  |  |
|  | return(mini\_batches) |
|  | } |
|  |  |
|  | # Plot a decision boundary |
|  | # This function uses ggplot2 |
|  | plotDecisionBoundary1 <- function(Z,parameters,keep\_prob=1){ |
|  | xmin<-min(Z[,1]) |
|  | xmax<-max(Z[,1]) |
|  | ymin<-min(Z[,2]) |
|  | ymax<-max(Z[,2]) |
|  |  |
|  | # Create a grid of points |
|  | a=seq(xmin,xmax,length=100) |
|  | b=seq(ymin,ymax,length=100) |
|  | grid <- expand.grid(x=a, y=b) |
|  | colnames(grid) <- c('x1', 'x2') |
|  | grid1 <-t(grid) |
|  |  |
|  | retvals = forwardPropagationDeep(grid1, parameters,keep\_prob, "relu", |
|  | outputActivationFunc="softmax") |
|  |  |
|  |  |
|  | AL <- retvals$AL |
|  | # From the softmax probabilities pick the one with the highest probability |
|  | q= apply(AL,1,which.max) |
|  |  |
|  | q1 <- t(data.frame(q)) |
|  | q2 <- as.numeric(q1) |
|  | grid2 <- cbind(grid,q2) |
|  | colnames(grid2) <- c('x1', 'x2','q2') |
|  |  |
|  | Z1 <- data.frame(Z) |
|  | names(Z1) <- c("x1","x2","y") |
|  | atitle=paste("Decision boundary") |
|  | ggplot(Z1) + |
|  | geom\_point(data = Z1, aes(x = x1, y = x2, color = y)) + |
|  | stat\_contour(data = grid2, aes(x = x1, y = x2, z = q2,color=q2), alpha = 0.9)+ |
|  | ggtitle(atitle) + scale\_colour\_gradientn(colours = brewer.pal(10, "Spectral")) |
|  | } |

**DLFunctions7.m**

|  |
| --- |
| 1; |
|  | # Define sigmoid function |
|  | function [A,cache] = sigmoid(Z) |
|  | A = 1 ./ (1+ exp(-Z)); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu function |
|  | function [A,cache] = relu(Z) |
|  | A = max(0,Z); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu function |
|  | function [A,cache] = tanhAct(Z) |
|  | A = tanh(Z); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Softmax function |
|  | function [A,cache] = softmax(Z) |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(Z'); |
|  | # normalize them for each example |
|  | A = exp\_scores ./ sum(exp\_scores,2); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Softmax function |
|  | function [A,cache] = stableSoftmax(Z) |
|  | # Normalize by max value in each row |
|  | shiftZ = Z' - max(Z',[],2); |
|  | exp\_scores = exp(shiftZ); |
|  | # normalize them for each example |
|  | A = exp\_scores ./ sum(exp\_scores,2); |
|  | #disp("sm") |
|  | #disp(A); |
|  | cache=Z; |
|  | end |
|  |  |
|  | # Define Relu Derivative |
|  | function [dZ] = reluDerivative(dA,cache) |
|  | Z = cache; |
|  | dZ = dA; |
|  | # Get elements that are greater than 0 |
|  | a = (Z > 0); |
|  | # Select only those elements where Z > 0 |
|  | dZ = dZ .\* a; |
|  | end |
|  |  |
|  | # Define Sigmoid Derivative |
|  | function [dZ] = sigmoidDerivative(dA,cache) |
|  | Z = cache; |
|  | s = 1 ./ (1+ exp(-Z)); |
|  | dZ = dA .\* s .\* (1-s); |
|  | end |
|  |  |
|  | # Define Tanh Derivative |
|  | function [dZ] = tanhDerivative(dA,cache) |
|  | Z = cache; |
|  | a = tanh(Z); |
|  | dZ = dA .\* (1 - a .^ 2); |
|  | end |
|  |  |
|  | # Populate a matrix with 1s in rows where Y=1 |
|  | # This function may need to be modified if K is not 3, 10 |
|  | function [Y1] = popMatrix(Y,numClasses) |
|  | Y1=zeros(length(Y),numClasses); |
|  | if(numClasses==3) # For 3 output classes |
|  | Y1(Y==0,1)=1; |
|  | Y1(Y==1,2)=1; |
|  | Y1(Y==2,3)=1; |
|  | elseif(numClasses==10) # For 10 output classes |
|  | Y1(Y==0,1)=1; |
|  | Y1(Y==1,2)=1; |
|  | Y1(Y==2,3)=1; |
|  | Y1(Y==3,4)=1; |
|  | Y1(Y==4,5)=1; |
|  | Y1(Y==5,6)=1; |
|  | Y1(Y==6,7)=1; |
|  | Y1(Y==7,8)=1; |
|  | Y1(Y==8,9)=1; |
|  | Y1(Y==9,10)=1; |
|  |  |
|  | endif |
|  | end |
|  |  |
|  | # Define Softmax Derivative |
|  | function [dZ] = softmaxDerivative(dA,cache,Y, numClasses) |
|  | Z = cache; |
|  | # get unnormalized probabilities |
|  | shiftZ = Z' - max(Z',[],2); |
|  | exp\_scores = exp(shiftZ); |
|  |  |
|  | # normalize them for each example |
|  | probs = exp\_scores ./ sum(exp\_scores,2); |
|  | # dZ = pi- yi |
|  | yi=popMatrix(Y,numClasses); |
|  | dZ=probs-yi; |
|  |  |
|  | end |
|  |  |
|  | # Define Softmax Derivative |
|  | function [dZ] = stableSoftmaxDerivative(dA,cache,Y, numClasses) |
|  | Z = cache; |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(Z'); |
|  | # normalize them for each example |
|  | probs = exp\_scores ./ sum(exp\_scores,2); |
|  | # dZ = pi- yi |
|  | yi=popMatrix(Y,numClasses); |
|  | dZ=probs-yi; |
|  |  |
|  | end |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | function [W b] = initializeDeepModel(layerDimensions) |
|  | rand ("seed", 3); |
|  | # note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Create cell arrays for Weights and biases |
|  |  |
|  | for l =2:size(layerDimensions)(2) |
|  | W{l-1} = rand(layerDimensions(l),layerDimensions(l-1))\*0.01; # Multiply by .01 |
|  | b{l-1} = zeros(layerDimensions(l),1); |
|  |  |
|  | endfor |
|  | end |
|  |  |
|  |  |
|  | # He Initialization the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # He Initialization for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | function [W b] = HeInitializeDeepModel(layerDimensions) |
|  | rand ("seed", 3); |
|  | # note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Create cell arrays for Weights and biases |
|  |  |
|  | for l =2:size(layerDimensions)(2) |
|  | W{l-1} = rand(layerDimensions(l),layerDimensions(l-1))\* sqrt(2/layerDimensions(l-1)); # Multiply by .01 |
|  | b{l-1} = zeros(layerDimensions(l),1); |
|  |  |
|  | endfor |
|  | end |
|  |  |
|  | # Xavier Initialization for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | function [W b] = XavInitializeDeepModel(layerDimensions) |
|  | rand ("seed", 3); |
|  | # note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Create cell arrays for Weights and biases |
|  |  |
|  | for l =2:size(layerDimensions)(2) |
|  | W{l-1} = rand(layerDimensions(l),layerDimensions(l-1))\* sqrt(1/layerDimensions(l-1)); # Multiply by .01 |
|  | b{l-1} = zeros(layerDimensions(l),1); |
|  |  |
|  | endfor |
|  | end |
|  |  |
|  | # Initialize velocity |
|  | # Input : parameters |
|  | # Returns: Initial velocity v |
|  | function[vdW vdB] = initializeVelocity(weights, biases) |
|  |  |
|  | L = size(weights)(2) # Create an integer |
|  | # Initialize a cell array |
|  | v = {} |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for l=1:L |
|  | sz = size(weights{l}); |
|  | vdW{l} = zeros(sz(1),sz(2)); |
|  | sz = size(biases{l}); |
|  | vdB{l} =zeros(sz(1),sz(2)); |
|  | endfor; |
|  | end |
|  |  |
|  | # Initialize RMSProp |
|  | # Input : parameters |
|  | # Returns: Initial RMSProp |
|  | function[sdW sdB] = initializeRMSProp(weights, biases) |
|  |  |
|  | L = size(weights)(2) # Create an integer |
|  | # Initialize a cell array |
|  | s = {} |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for l=1:L |
|  | sz = size(weights{l}); |
|  | sdW{l} = zeros(sz(1),sz(2)); |
|  | sz = size(biases{l}); |
|  | sdB{l} =zeros(sz(1),sz(2)); |
|  | endfor; |
|  | end |
|  |  |
|  | # Initialize Adam |
|  | # Input : parameters |
|  | # Returns: Initial Adam |
|  | function[vdW vdB sdW sdB] = initializeAdam(weights, biases) |
|  |  |
|  | L = size(weights)(2) # Create an integer |
|  | # Initialize a cell array |
|  | s = {} |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for l=1:L |
|  | sz = size(weights{l}); |
|  | vdW{l} = zeros(sz(1),sz(2)); |
|  | sdW{l} = zeros(sz(1),sz(2)); |
|  | sz = size(biases{l}); |
|  | sdB{l} =zeros(sz(1),sz(2)); |
|  | vdB{l} =zeros(sz(1),sz(2)); |
|  | endfor; |
|  | end |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | function [A forward\_cache activation\_cache] = layerActivationForward(A\_prev, W, b, activationFunc) |
|  |  |
|  | # Compute Z |
|  | Z = W \* A\_prev +b; |
|  | # Create a cell array |
|  | forward\_cache = {A\_prev W b}; |
|  | # Compute the activation for sigmoid |
|  | if (strcmp(activationFunc,"sigmoid")) |
|  | [A activation\_cache] = sigmoid(Z); |
|  | elseif (strcmp(activationFunc, "relu")) # Compute the activation for Relu |
|  | [A activation\_cache] = relu(Z); |
|  | elseif(strcmp(activationFunc,'tanh')) # Compute the activation for tanh |
|  | [A activation\_cache] = tanhAct(Z); |
|  | elseif(strcmp(activationFunc,'softmax')) # Compute the activation for tanh |
|  | #[A activation\_cache] = softmax(Z); |
|  | [A activation\_cache] = stableSoftmax(Z); |
|  | endif |
|  |  |
|  | end |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - Activation function at hidden layers Relu/tanh |
|  | # outputActivationFunc- sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | function [AL forward\_caches activation\_caches dropoutMat] = forwardPropagationDeep(X, weights,biases, keep\_prob=1, |
|  | hiddenActivationFunc='relu', outputActivationFunc='sigmoid') |
|  | # Create an empty cell array |
|  | forward\_caches = {}; |
|  | activation\_caches = {}; |
|  | droputMat ={}; |
|  | # Set A to X (A0) |
|  | A = X; |
|  | L = length(weights); # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for l =1:L-1 |
|  | A\_prev = A; |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | W = weights{l}; |
|  | b = biases{l}; |
|  | [A forward\_cache activation\_cache] = layerActivationForward(A\_prev, W,b, activationFunc=hiddenActivationFunc); |
|  | D=rand(size(A)(1),size(A)(2)); |
|  | D = (D < keep\_prob) ; |
|  | # Multiply by DropoutMat |
|  | A= A .\* D; |
|  | # Divide by keep\_prob to keep expected value same |
|  | A = A ./ keep\_prob; |
|  | # Store D |
|  | dropoutMat{l}=D; |
|  | forward\_caches{l}=forward\_cache; |
|  | activation\_caches{l} = activation\_cache; |
|  | endfor |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | W = weights{L}; |
|  | b = biases{L}; |
|  | [AL, forward\_cache activation\_cache] = layerActivationForward(A, W,b, activationFunc = outputActivationFunc); |
|  | forward\_caches{L}=forward\_cache; |
|  | activation\_caches{L} = activation\_cache; |
|  |  |
|  | end |
|  |  |
|  | # Pick columns where Y==1 |
|  | function [a] = pickColumns(AL,Y,numClasses) |
|  | if(numClasses==3) |
|  | a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3)]; |
|  | elseif (numClasses==10) |
|  | a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3);AL(Y==3,4);AL(Y==4,5); |
|  | AL(Y==5,6); AL(Y==6,7);AL(Y==7,8);AL(Y==8,9);AL(Y==9,10)]; |
|  | endif |
|  | end |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # : outputActivationFunc- sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | function [cost]= computeCost(AL, Y, outputActivationFunc="sigmoid",numClasses) |
|  | if(strcmp(outputActivationFunc,"sigmoid")) |
|  | numTraining= size(Y)(2); |
|  | # Element wise multiply for logprobs |
|  | cost = -1/numTraining \* sum((Y .\* log(AL)) + (1-Y) .\* log(1-AL)); |
|  |  |
|  |  |
|  | elseif(strcmp(outputActivationFunc,'softmax')) |
|  | numTraining = size(Y)(2); |
|  | Y=Y'; |
|  | # Select rows where Y=0,1,and 2 and concatenate to a long vector |
|  | #a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3)]; |
|  | a =pickColumns(AL,Y,numClasses); |
|  |  |
|  | #Select the correct column for log prob |
|  | correct\_probs = -log(a); |
|  | #Compute log loss |
|  | cost= sum(correct\_probs)/numTraining; |
|  | endif |
|  | end |
|  |  |
|  | # Compute the cost with regularization |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # : outputActivationFunc- sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | function [cost]= computeCostWithReg(weights, AL, Y, lambd, outputActivationFunc="sigmoid",numClasses) |
|  |  |
|  | if(strcmp(outputActivationFunc,"sigmoid")) |
|  | numTraining= size(Y)(2); |
|  | # Element wise multiply for logprobs |
|  | cost = -1/numTraining \* sum((Y .\* log(AL)) + (1-Y) .\* log(1-AL)); |
|  |  |
|  | # Regularization cost |
|  | L = size(weights)(2); |
|  | L2RegularizationCost=0; |
|  | for l=1:L |
|  | wtSqr = weights{l} .\* weights{l}; |
|  | #disp(sum(sum(wtSqr,1))); |
|  | L2RegularizationCost+=sum(sum(wtSqr,1)); |
|  | endfor |
|  | L2RegularizationCost = (lambd/(2\*numTraining))\*L2RegularizationCost; |
|  | cost = cost + L2RegularizationCost ; |
|  |  |
|  |  |
|  | elseif(strcmp(outputActivationFunc,'softmax')) |
|  | numTraining = size(Y)(2); |
|  | Y=Y'; |
|  | # Select rows where Y=0,1,and 2 and concatenate to a long vector |
|  | #a=[AL(Y==0,1) ;AL(Y==1,2) ;AL(Y==2,3)]; |
|  | a =pickColumns(AL,Y,numClasses); |
|  |  |
|  | #Select the correct column for log prob |
|  | correct\_probs = -log(a); |
|  | #Compute log loss |
|  | cost= sum(correct\_probs)/numTraining; |
|  | # Regularization cost |
|  | L = size(weights)(2); |
|  | L2RegularizationCost=0; |
|  | for l=1:L |
|  | # Compute L2 Norm |
|  | wtSqr = weights{l} .\* weights{l}; |
|  | #disp(sum(sum(wtSqr,1))); |
|  | L2RegularizationCost+=sum(sum(wtSqr,1)); |
|  | endfor |
|  | L2RegularizationCost = (lambd/(2\*numTraining))\*L2RegularizationCost; |
|  | cost = cost + L2RegularizationCost ; |
|  | endif |
|  | end |
|  |  |
|  |  |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # outputActivationFunc- sigmoid/softmax |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  | function [dA\_prev dW db] = layerActivationBackward(dA, forward\_cache, activation\_cache, Y, activationFunc,numClasses) |
|  |  |
|  | A\_prev = forward\_cache{1}; |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | numTraining = size(A\_prev)(2); |
|  | if (strcmp(activationFunc,"relu")) |
|  | dZ = reluDerivative(dA, activation\_cache); |
|  | elseif (strcmp(activationFunc,"sigmoid")) |
|  | dZ = sigmoidDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "tanh")) |
|  | dZ = tanhDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "softmax")) |
|  | #dZ = softmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | dZ = stableSoftmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | endif |
|  |  |
|  |  |
|  | if (strcmp(activationFunc,"softmax")) |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | # Add the regularization factor |
|  | dW = 1/numTraining \* A\_prev \* dZ; |
|  | db = 1/numTraining \* sum(dZ,1); |
|  | dA\_prev = dZ\*W; |
|  | else |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | # Add the regularization factor |
|  | dW = 1/numTraining \* dZ \* A\_prev'; |
|  | db = 1/numTraining \* sum(dZ,2); |
|  | dA\_prev = W'\*dZ; |
|  | endif |
|  |  |
|  | end |
|  |  |
|  | # Compute the backpropoagation with regularization for 1 cycle |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # outputActivationFunc- sigmoid/softmax |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  | function [dA\_prev dW db] = layerActivationBackwardWithReg(dA, forward\_cache, activation\_cache, Y, lambd=0, activationFunc,numClasses) |
|  |  |
|  | A\_prev = forward\_cache{1}; |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | numTraining = size(A\_prev)(2); |
|  | if (strcmp(activationFunc,"relu")) |
|  | dZ = reluDerivative(dA, activation\_cache); |
|  | elseif (strcmp(activationFunc,"sigmoid")) |
|  | dZ = sigmoidDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "tanh")) |
|  | dZ = tanhDerivative(dA, activation\_cache); |
|  | elseif(strcmp(activationFunc, "softmax")) |
|  | #dZ = softmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | dZ = stableSoftmaxDerivative(dA, activation\_cache,Y,numClasses); |
|  | endif |
|  |  |
|  | if (strcmp(activationFunc,"softmax")) |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | # Add the regularization factor |
|  | dW = 1/numTraining \* A\_prev \* dZ + (lambd/numTraining) \* W'; |
|  | db = 1/numTraining \* sum(dZ,1); |
|  | dA\_prev = dZ\*W; |
|  | else |
|  | W =forward\_cache{2}; |
|  | b = forward\_cache{3}; |
|  | # Add the regularization factor |
|  | dW = 1/numTraining \* dZ \* A\_prev' + (lambd/numTraining) \* W; |
|  | db = 1/numTraining \* sum(dZ,2); |
|  | dA\_prev = W'\*dZ; |
|  | endif |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Compute the backpropoagation for 1 cycle |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers |
|  | # # outputActivationFunc- sigmoid/softmax |
|  | # # numClasses |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # gradients["dW" + str(l)] = ... |
|  |  |
|  | function [gradsDA gradsDW gradsDB]= backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches, |
|  | dropoutMat, lambd=0, keep\_prob=1, hiddenActivationFunc='relu',outputActivationFunc="sigmoid",numClasses) |
|  |  |
|  |  |
|  | # Set the number of layers |
|  | L = length(activation\_caches); |
|  | m = size(AL)(2); |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a + (1-y)/(1-a)) - At the output layer |
|  | dAL = -((Y ./ AL) - (1 - Y) ./ ( 1 - AL)); |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | dAL=0; |
|  | Y=Y'; |
|  | endif |
|  |  |
|  |  |
|  | # Since this is a binary classification the activation at output is sigmoid |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | activation\_cache = activation\_caches{L}; |
|  | forward\_cache = forward\_caches(L); |
|  | # Note the cell array includes an array of forward caches. To get to this we need to include the index {1} |
|  | if (lambd==0) |
|  | [dA dW db] = layerActivationBackward(dAL, forward\_cache{1}, activation\_cache, Y, activationFunc = outputActivationFunc,numClasses); |
|  | else |
|  | [dA dW db] = layerActivationBackwardWithReg(dAL, forward\_cache{1}, activation\_cache, Y, lambd, activationFunc = outputActivationFunc,numClasses); |
|  | endif |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | gradsDA{L}= dA; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | gradsDA{L}= dA';#Note the transpose |
|  | endif |
|  | gradsDW{L}= dW; |
|  | gradsDB{L}= db; |
|  |  |
|  | # Traverse in the reverse direction |
|  | for l =(L-1):-1:1 |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | activation\_cache = activation\_caches{l}; |
|  | forward\_cache = forward\_caches(l); |
|  |  |
|  | #dA\_prev\_temp, dW\_temp, db\_temp = layerActivationBackward(gradients['dA'+str(l+1)], current\_cache, activationFunc = "relu") |
|  | # dAl the dervative of the activation of the lth layer,is the first element |
|  | dAl= gradsDA{l+1}; |
|  | if(lambd == 0) |
|  | # Get the dropout mat |
|  | D = dropoutMat{l}; |
|  | #Multiply by the dropoutMat |
|  | dAl= dAl .\* D; |
|  | # Divide by keep\_prob to keep expected value same |
|  | dAl = dAl ./ keep\_prob; |
|  | [dA\_prev\_temp, dW\_temp, db\_temp] = layerActivationBackward(dAl, forward\_cache{1}, activation\_cache, Y, activationFunc = hiddenActivationFunc,numClasses); |
|  | else |
|  | [dA\_prev\_temp, dW\_temp, db\_temp] = layerActivationBackwardWithReg(dAl, forward\_cache{1}, activation\_cache, Y, lambd, activationFunc = hiddenActivationFunc,numClasses); |
|  | endif |
|  | gradsDA{l}= dA\_prev\_temp; |
|  | gradsDW{l}= dW\_temp; |
|  | gradsDB{l}= db\_temp; |
|  |  |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc |
|  | #output : Updated weights after 1 iteration |
|  | function [weights biases] = gradientDescent(weights, biases,gradsW,gradsB, learningRate,outputActivationFunc="sigmoid") |
|  |  |
|  | L = size(weights)(2); # number of layers in the neural network |
|  | # Update rule for each parameter. |
|  | for l=1:(L-1) |
|  | weights{l} = weights{l} -learningRate\* gradsW{l}; |
|  | biases{l} = biases{l} -learningRate\* gradsB{l}; |
|  | endfor |
|  |  |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | weights{L} = weights{L} -learningRate\* gradsW{L}; |
|  | biases{L} = biases{L} -learningRate\* gradsB{L}; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | weights{L} = weights{L} -learningRate\* gradsW{L}'; |
|  | biases{L} = biases{L} -learningRate\* gradsB{L}'; |
|  | endif |
|  |  |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Update parameters with momentum |
|  | # Input : parameters |
|  | # : gradients |
|  | # : v |
|  | # : beta |
|  | # : learningRate |
|  | # : |
|  | #output : Updated parameters and velocity |
|  | function [weights biases] = gradientDescentWithMomentum(weights, biases,gradsDW,gradsDB, vdW, vdB, beta, learningRate,outputActivationFunc="sigmoid") |
|  | L = size(weights)(2); # number of layers in the neural network |
|  | # Update rule for each parameter. |
|  | for l=1:(L-1) |
|  | # Compute velocities |
|  | # v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk |
|  | vdW{l} = beta\*vdW{l} + (1 -beta) \* gradsDW{l}; |
|  | vdB{l} = beta\*vdB{l} + (1 -beta) \* gradsDB{l}; |
|  | weights{l} = weights{l} -learningRate\* vdW{l}; |
|  | biases{l} = biases{l} -learningRate\* vdB{l}; |
|  | endfor |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | vdW{L} = beta\*vdW{L} + (1 -beta) \* gradsDW{L}; |
|  | vdB{L} = beta\*vdB{L} + (1 -beta) \* gradsDB{L}; |
|  | weights{L} = weights{L} -learningRate\* vdW{L}; |
|  | biases{L} = biases{L} -learningRate\* vdB{L}; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | vdW{L} = beta\*vdW{L} + (1 -beta) \* gradsDW{L}'; |
|  | vdB{L} = beta\*vdB{L} + (1 -beta) \* gradsDB{L}'; |
|  | weights{L} = weights{L} -learningRate\* vdW{L}; |
|  | biases{L} = biases{L} -learningRate\* vdB{L}; |
|  | endif |
|  |  |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Update parameters with RMSProp |
|  | # Input : parameters |
|  | # : gradients |
|  | # : s |
|  | # : beta |
|  | # : learningRate |
|  | # : |
|  | #output : Updated parameters RMSProp |
|  | function [weights biases] = gradientDescentWithRMSProp(weights, biases,gradsDW,gradsDB, sdW, sdB, beta1, epsilon, learningRate,outputActivationFunc="sigmoid") |
|  | L = size(weights)(2); # number of layers in the neural network |
|  | # Update rule for each parameter. |
|  | for l=1:(L-1) |
|  | sdW{l} = beta1\*sdW{l} + (1 -beta1) \* gradsDW{l} .\* gradsDW{l}; |
|  | sdB{l} = beta1\*sdB{l} + (1 -beta1) \* gradsDB{l} .\* gradsDB{l}; |
|  | weights{l} = weights{l} - learningRate\* gradsDW{l} ./ sqrt(sdW{l} + epsilon); |
|  | biases{l} = biases{l} - learningRate\* gradsDB{l} ./ sqrt(sdB{l} + epsilon); |
|  | endfor |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | sdW{L} = beta1\*sdW{L} + (1 -beta1) \* gradsDW{L} .\* gradsDW{L}; |
|  | sdB{L} = beta1\*sdB{L} + (1 -beta1) \* gradsDB{L} .\* gradsDB{L}; |
|  | weights{L} = weights{L} -learningRate\* gradsDW{L} ./ sqrt(sdW{L} +epsilon); |
|  | biases{L} = biases{L} -learningRate\* gradsDB{L} ./ sqrt(sdB{L} + epsilon); |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | sdW{L} = beta1\*sdW{L} + (1 -beta1) \* gradsDW{L}' .\* gradsDW{L}'; |
|  | sdB{L} = beta1\*sdB{L} + (1 -beta1) \* gradsDB{L}' .\* gradsDB{L}'; |
|  | weights{L} = weights{L} -learningRate\* gradsDW{L}' ./ sqrt(sdW{L} +epsilon); |
|  | biases{L} = biases{L} -learningRate\* gradsDB{L}' ./ sqrt(sdB{L} + epsilon); |
|  | endif |
|  |  |
|  |  |
|  | end |
|  |  |
|  |  |
|  | # Update parameters with Adam |
|  | # Input : parameters |
|  | # : gradients |
|  | # : v |
|  | # : beta |
|  | # : learningRate |
|  | # : |
|  | #output : Updated parameters and velocity |
|  | function [weights biases] = gradientDescentWithAdam(weights, biases,gradsDW,gradsDB, |
|  | vdW, vdB, sdW, sdB, t, beta1, beta2, epsilon, learningRate,outputActivationFunc="sigmoid") |
|  | vdW\_corrected = {}; |
|  | vdB\_corrected = {}; |
|  | sdW\_corrected = {}; |
|  | sdB\_corrected = {}; |
|  | L = size(weights)(2); # number of layers in the neural network |
|  | # Update rule for each parameter. |
|  | for l=1:(L-1) |
|  | vdW{l} = beta1\*vdW{l} + (1 -beta1) \* gradsDW{l}; |
|  | vdB{l} = beta1\*vdB{l} + (1 -beta1) \* gradsDB{l}; |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | vdW\_corrected{l} = vdW{l}/(1-beta1^t); |
|  | vdB\_corrected{l} = vdB{l}/(1-beta1^t); |
|  |  |
|  | sdW{l} = beta2\*sdW{l} + (1 -beta2) \* gradsDW{l} .\* gradsDW{l}; |
|  | sdB{l} = beta2\*sdB{l} + (1 -beta2) \* gradsDB{l} .\* gradsDB{l}; |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | sdW\_corrected{l} = sdW{l}/(1-beta2^t); |
|  | sdB\_corrected{l} = sdB{l}/(1-beta2^t); |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(sdW\_corrected{l}+epsilon); |
|  | d2=sqrt(sdB\_corrected{l}+epsilon); |
|  |  |
|  | weights{l} = weights{l} - learningRate\* vdW\_corrected{l} ./ d1; |
|  | biases{l} = biases{l} -learningRate\* vdB\_corrected{l} ./ d2; |
|  | endfor |
|  |  |
|  | if (strcmp(outputActivationFunc,"sigmoid")) |
|  | vdW{L} = beta1\*vdW{L} + (1 -beta1) \* gradsDW{L}; |
|  | vdB{L} = beta1\*vdB{L} + (1 -beta1) \* gradsDB{L}; |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | vdW\_corrected{L} = v{L}/(1-beta1^t); |
|  | vdB\_corrected{L} = v{L}/(1-beta1^t); |
|  |  |
|  | sdW{L} = beta2\*sdW{L} + (1 -beta2) \* gradsDW{L} .\* gradsDW{L}; |
|  | sdB{L} = beta2\*sdB{L} + (1 -beta2) \* gradsDB{L} .\* gradsDB{L}; |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | sdW\_corrected{L} = s{L}/(1-beta2^t); |
|  | sdB\_corrected{L} = s{L}/(1-beta2^t); |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(sdW\_corrected{L}+epsilon); |
|  | d2=sqrt(sdB\_corrected{L}+epsilon); |
|  |  |
|  | weights{L} = weights{L} - learningRate\* vdW\_corrected{L} ./ d1; |
|  | biases{L} = biases{L} -learningRate\* vdB\_corrected{L} ./ d2; |
|  | elseif (strcmp(outputActivationFunc,"softmax")) |
|  | vdW{L} = beta1\*vdW{L} + (1 -beta1) \* gradsDW{L}'; |
|  | vdB{L} = beta1\*vdB{L} + (1 -beta1) \* gradsDB{L}'; |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | vdW\_corrected{L} = vdW{L}/(1-beta1^t); |
|  | vdB\_corrected{L} = vdB{L}/(1-beta1^t); |
|  |  |
|  | sdW{L} = beta2\*sdW{L} + (1 -beta2) \* gradsDW{L}' .\* gradsDW{L}'; |
|  | sdB{L} = beta2\*sdB{L} + (1 -beta2) \* gradsDB{L}' .\* gradsDB{L}'; |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | sdW\_corrected{L} = sdW{L}/(1-beta2^t); |
|  | sdB\_corrected{L} = sdB{L}/(1-beta2^t); |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(sdW\_corrected{L}+epsilon); |
|  | d2=sqrt(sdB\_corrected{L}+epsilon); |
|  |  |
|  | weights{L} = weights{L} - learningRate\* vdW\_corrected{L} ./ d1; |
|  | biases{L} = biases{L} -learningRate\* vdB\_corrected{L} ./ d2; |
|  | endif |
|  |  |
|  |  |
|  | end |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : num of iterations |
|  | #output : Updated weights and biases after each iteration |
|  | function [weights biases costs] = L\_Layer\_DeepModel(X, Y, layersDimensions, hiddenActivationFunc='relu', |
|  | outputActivationFunc="sigmoid",learning\_rate = .3, lambd=0, keep\_prob=1, num\_iterations = 10000,initType="default")#lr was 0.009 |
|  |  |
|  | rand ("seed", 1); |
|  | costs = [] ; |
|  | if (strcmp(initType,"He")) |
|  | # He Initialization |
|  | [weights biases] = HeInitializeDeepModel(layersDimensions); |
|  | elseif (strcmp(initType,"Xav")) |
|  | # Xavier Initialization |
|  | [weights biases] = XavInitializeDeepModel(layersDimensions); |
|  | else |
|  | # Default initialization. |
|  | [weights biases] = initializeDeepModel(layersDimensions); |
|  | endif |
|  |  |
|  | # Loop (gradient descent) |
|  | for i = 0:num\_iterations |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID. |
|  | [AL forward\_caches activation\_caches droputMat] = forwardPropagationDeep(X, weights, biases,keep\_prob, hiddenActivationFunc, outputActivationFunc=outputActivationFunc); |
|  |  |
|  | # Regularization parameter is 0 |
|  | if (lambd==0) |
|  | # Compute cost. |
|  | cost = computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | else |
|  | # Compute cost with regularization |
|  | cost = computeCostWithReg(weights, AL, Y, lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | endif |
|  | # Backward propagation. |
|  | [gradsDA gradsDW gradsDB] = backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches, droputMat, lambd, keep\_prob, hiddenActivationFunc, outputActivationFunc=outputActivationFunc, |
|  | numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | # Update parameters. |
|  | [weights biases] = gradientDescent(weights,biases, gradsDW,gradsDB,learning\_rate,outputActivationFunc=outputActivationFunc); |
|  |  |
|  |  |
|  | # Print the cost every 1000 iterations |
|  | if ( mod(i,1000) == 0) |
|  | costs =[costs cost]; |
|  | #disp ("Cost after iteration"), L2RegularizationCost(i),disp(cost); |
|  | printf("Cost after iteration i=%i cost=%d\n",i,cost); |
|  | endif |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  | # Execute a L layer Deep learning model with Stochastic Gradient descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : mini\_batch\_size |
|  | # : num of epochs |
|  | #output : Updated weights and biases after each iteration |
|  | function [weights biases costs] = L\_Layer\_DeepModel\_SGD(X, Y, layersDimensions, hiddenActivationFunc='relu', |
|  | outputActivationFunc="sigmoid",learningRate = .3, |
|  | lrDecay=false,decayRate=1, |
|  | lambd=0, keep\_prob=1, |
|  | optimizer="gd", beta=0.9, beta1=0.9, beta2=0.999,epsilon=10^-8, |
|  | mini\_batch\_size = 64, num\_epochs = 2500) |
|  |  |
|  | disp("here"); |
|  | printf("learningRate=%f ",learningRate); |
|  | printf("lrDecay=%d ",lrDecay); |
|  | printf("decayRate=%f ",decayRate); |
|  | printf("lamd=%d ",lambd); |
|  | printf("keep\_prob=%f ",keep\_prob); |
|  | printf("optimizer=%s ",optimizer); |
|  | printf("beta=%f ",beta); |
|  | printf("beta1=%f ",beta1); |
|  | printf("beta2=%f ",beta2); |
|  | printf("epsilon=%f ",epsilon); |
|  | printf("mini\_batch\_size=%d ",mini\_batch\_size); |
|  | printf("num\_epochs=%d ",num\_epochs); |
|  | t=0; |
|  | rand ("seed", 1); |
|  | costs = [] ; |
|  | # Parameters initialization. |
|  | [weights biases] = initializeDeepModel(layersDimensions); |
|  |  |
|  | if (strcmp(optimizer,"momentum")) |
|  | [vdW vdB] = initializeVelocity(weights, biases); |
|  |  |
|  | elseif(strcmp(optimizer,"rmsprop")) |
|  | [sdW sdB] = initializeRMSProp(weights, biases); |
|  |  |
|  | elseif(strcmp(optimizer,"adam")) |
|  | [vdW vdB sdW sdB] = initializeAdam(weights, biases); |
|  | endif |
|  | seed=10; |
|  | # Loop (gradient descent) |
|  | for i = 0:num\_epochs |
|  | seed = seed + 1; |
|  | [mini\_batches\_X mini\_batches\_Y] = random\_mini\_batches(X, Y, mini\_batch\_size, seed); |
|  |  |
|  | minibatches=length(mini\_batches\_X); |
|  | for batch=1:minibatches |
|  | X=mini\_batches\_X{batch}; |
|  | Y=mini\_batches\_Y{batch}; |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID/SOFTMAX. |
|  | [AL forward\_caches activation\_caches droputMat] = forwardPropagationDeep(X, weights, biases, keep\_prob,hiddenActivationFunc, outputActivationFunc=outputActivationFunc); |
|  | #disp(batch); |
|  | #disp(size(X)); |
|  | #disp(size(Y)); |
|  | if (lambd==0) |
|  | # Compute cost. |
|  | cost = computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | else |
|  | # Compute cost with regularization |
|  | cost = computeCostWithReg(weights, AL, Y, lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions(size(layersDimensions)(2))); |
|  | endif |
|  | #disp(cost); |
|  | # Backward propagation. |
|  | [gradsDA gradsDW gradsDB] = backwardPropagationDeep(AL, Y, activation\_caches,forward\_caches, droputMat, lambd, keep\_prob, hiddenActivationFunc, outputActivationFunc=outputActivationFunc, |
|  | numClasses=layersDimensions(size(layersDimensions)(2))); |
|  |  |
|  | if (strcmp(optimizer,"gd")) |
|  | # Update parameters. |
|  | [weights biases] = gradientDescent(weights,biases, gradsDW,gradsDB,learningRate,outputActivationFunc=outputActivationFunc); |
|  | elseif (strcmp(optimizer,"momentum")) |
|  | [weights biases] = gradientDescentWithMomentum(weights, biases,gradsDW,gradsDB, vdW, vdB, beta, learningRate,outputActivationFunc); |
|  | elseif (strcmp(optimizer,"rmsprop")) |
|  | [weights biases] = gradientDescentWithRMSProp(weights, biases,gradsDW,gradsDB, sdW, sdB, beta1, epsilon, learningRate,outputActivationFunc); |
|  |  |
|  | elseif (strcmp(optimizer,"adam")) |
|  | t=t+1; |
|  | [weights biases] = gradientDescentWithAdam(weights, biases,gradsDW,gradsDB,vdW, vdB, sdW, sdB, t, beta1, beta2, epsilon, learningRate,outputActivationFunc); |
|  | endif |
|  | endfor |
|  | # Print the cost every 1000 iterations |
|  | if ( mod(i,1000) == 0) |
|  | costs =[costs cost]; |
|  | #disp ("Cost after iteration"), disp(i),disp(cost); |
|  | printf("Cost after iteration i=%i cost=%d\n",i,cost); |
|  | endif |
|  | if(lrDecay==true) |
|  | learningRate=decayRate^(num\_epochs/1000)\*learningRate; |
|  | endif |
|  | endfor |
|  |  |
|  | end |
|  |  |
|  |  |
|  | function plotCostVsIterations(maxIterations,costs,fig1) |
|  | iterations=[0:1000:maxIterations]; |
|  | plot(iterations,costs); |
|  | title ("Cost vs no of iterations "); |
|  | xlabel("No of iterations"); |
|  | ylabel("Cost"); |
|  | print -dpng figReg2-o |
|  | end; |
|  |  |
|  | function plotCostVsEpochs(maxEpochs,costs,fig1) |
|  | epochs=[0:1000:maxEpochs]; |
|  | plot(epochs,costs); |
|  | title ("Cost vs no of epochs "); |
|  | xlabel("No of epochs"); |
|  | ylabel("Cost"); |
|  | print -dpng fig5-o |
|  | end; |
|  |  |
|  | # Compute the predicted value for a given input |
|  | # Input : Neural Network parameters |
|  | # : Input data |
|  | function [predictions]= predict(weights, biases, X,keep\_prob=1,hiddenActivationFunc="relu") |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,keep\_prob,hiddenActivationFunc); |
|  | predictions = (AL>0.5); |
|  | end |
|  |  |
|  | # Plot the decision boundary |
|  | function plotDecisionBoundary(data,weights, biases,keep\_prob=1,hiddenActivationFunc="relu",fig2) |
|  | %Plot a non-linear decision boundary learned by the SVM |
|  | colormap ("summer"); |
|  |  |
|  | % Make classification predictions over a grid of values |
|  | x1plot = linspace(min(data(:,1)), max(data(:,1)), 400)'; |
|  | x2plot = linspace(min(data(:,2)), max(data(:,2)), 400)'; |
|  | [X1, X2] = meshgrid(x1plot, x2plot); |
|  | vals = zeros(size(X1)); |
|  | # Plot the prediction for the grid |
|  | for i = 1:size(X1, 2) |
|  | gridPoints = [X1(:, i), X2(:, i)]; |
|  | vals(:, i)=predict(weights, biases,gridPoints',keep\_prob, hiddenActivationFunc=hiddenActivationFunc); |
|  | endfor |
|  |  |
|  | scatter(data(:,1),data(:,2),8,c=data(:,3),"filled"); |
|  | % Plot the boundary |
|  | hold on |
|  | #contour(X1, X2, vals, [0 0], 'LineWidth', 2); |
|  | contour(X1, X2, vals,"linewidth",4); |
|  | title ({"3 layer Neural Network decision boundary"}); |
|  | hold off; |
|  | print -dpng figReg22-o |
|  |  |
|  | end |
|  |  |
|  | function [AL]= scores(weights, biases, X,hiddenActivationFunc="relu") |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(X, weights, biases,hiddenActivationFunc); |
|  | end |
|  |  |
|  | # Create Random mini batches. Return cell arrays with the mini batches |
|  | # Input : X, Y |
|  | # : Size of minibatch |
|  | #Output : mini batches X & Y |
|  | function [mini\_batches\_X mini\_batches\_Y]= random\_mini\_batches(X, Y, miniBatchSize = 64, seed = 0) |
|  |  |
|  | rand ("seed", seed); |
|  | # Get number of training samples |
|  | m = size(X)(2); |
|  |  |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = randperm(m); |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X(:, permutation); |
|  | shuffled\_Y = Y(:, permutation); |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = floor(m/miniBatchSize); |
|  | batch=0; |
|  | for k = 0:(numCompleteMinibatches-1) |
|  | #Set the start and end of each mini batch |
|  | batch=batch+1; |
|  | lower=(k\*miniBatchSize)+1; |
|  | upper=(k+1) \* miniBatchSize; |
|  | mini\_batch\_X = shuffled\_X(:, lower:upper); |
|  | mini\_batch\_Y = shuffled\_Y(:, lower:upper); |
|  |  |
|  | # Create cell arrays |
|  | mini\_batches\_X{batch} = mini\_batch\_X; |
|  | mini\_batches\_Y{batch} = mini\_batch\_Y; |
|  | endfor |
|  |  |
|  | # If the batc size does not cleanly divide with number of mini batches |
|  | if mod(m ,miniBatchSize) != 0 |
|  | # Set the start and end of the last mini batch |
|  | l=floor(m/miniBatchSize)\*miniBatchSize; |
|  | m=l+ mod(m,miniBatchSize); |
|  | mini\_batch\_X = shuffled\_X(:,(l+1):m); |
|  | mini\_batch\_Y = shuffled\_Y(:,(l+1):m); |
|  |  |
|  | batch=batch+1; |
|  | mini\_batches\_X{batch} = mini\_batch\_X; |
|  | mini\_batches\_Y{batch} = mini\_batch\_Y; |
|  | endif |
|  | end |
|  |  |
|  | function plotDecisionBoundary1( data,weights, biases,keep\_prob=1, hiddenActivationFunc="relu") |
|  | % Make classification predictions over a grid of values |
|  | x1plot = linspace(min(data(:,1)), max(data(:,1)), 400)'; |
|  | x2plot = linspace(min(data(:,2)), max(data(:,2)), 400)'; |
|  | [X1, X2] = meshgrid(x1plot, x2plot); |
|  | vals = zeros(size(X1)); |
|  | for i = 1:size(X1, 2) |
|  | gridPoints = [X1(:, i), X2(:, i)]; |
|  | [AL forward\_caches activation\_caches] = forwardPropagationDeep(gridPoints', weights, biases,keep\_prob,hiddenActivationFunc, outputActivationFunc="softmax"); |
|  | [l m] = max(AL, [ ], 2); |
|  | vals(:, i)= m; |
|  | endfor |
|  |  |
|  | scatter(data(:,1),data(:,2),8,c=data(:,3),"filled"); |
|  | % Plot the boundary |
|  | hold on |
|  | contour(X1, X2, vals,"linewidth",4); |
|  | print -dpng "fig-o1.png" |
|  | end |

**DLFunctions7.R**

|  |
| --- |
|  |
| library(ggplot2) |
|  | library(PRROC) |
|  | library(dplyr) |
|  |  |
|  | # Compute the sigmoid of a vector |
|  | sigmoid <- function(Z){ |
|  | A <- 1/(1+ exp(-Z)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  |  |
|  | } |
|  |  |
|  | # This is the older version. Very performance intensive |
|  | reluOld <-function(Z){ |
|  | A <- apply(Z, 1:2, function(x) max(0,x)) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the Relu of a vector |
|  | relu <-function(Z){ |
|  | # Perform relu. Set values less that equal to 0 as 0 |
|  | Z[Z<0]=0 |
|  | A=Z |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the tanh activation of a vector |
|  | tanhActivation <- function(Z){ |
|  | A <- tanh(Z) |
|  | cache<-Z |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Conmpute the softmax of a vector |
|  | softmax <- function(Z){ |
|  | # get unnormalized probabilities |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | A = exp\_scores / rowSums(exp\_scores) |
|  | retvals <- list("A"=A,"Z"=Z) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the detivative of Relu |
|  | # g'(z) = 1 if z >0 and 0 otherwise |
|  | reluDerivative <-function(dA, cache){ |
|  | Z <- cache |
|  | dZ <- dA |
|  | # Create a logical matrix of values > 0 |
|  | a <- Z > 0 |
|  | # When z <= 0, you should set dz to 0 as well. Perform an element wise multiply |
|  | dZ <- dZ \* a |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of sigmoid |
|  | # Derivative g'(z) = a\* (1-a) |
|  | sigmoidDerivative <- function(dA, cache){ |
|  | Z <- cache |
|  | s <- 1/(1+exp(-Z)) |
|  | dZ <- dA \* s \* (1-s) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Compute the derivative of tanh |
|  | # Derivative g'(z) = 1- a^2 |
|  | tanhDerivative <- function(dA, cache){ |
|  | Z = cache |
|  | a = tanh(Z) |
|  | dZ = dA \* (1 - a^2) |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Populate a matrix of 1s in rows where Y==1 |
|  | # This may need to be extended for K classes. Currently |
|  | # supports K=3 & K=10 |
|  | popMatrix <- function(Y,numClasses){ |
|  | a=rep(0,times=length(Y)) |
|  | Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  | if(numClasses==3){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | } else if (numClasses==10){ |
|  | Y1[Y==0,1]=1 |
|  | Y1[Y==1,2]=1 |
|  | Y1[Y==2,3]=1 |
|  | Y1[Y==3,4]=1 |
|  | Y1[Y==4,5]=1 |
|  | Y1[Y==5,6]=1 |
|  | Y1[Y==6,7]=1 |
|  | Y1[Y==7,8]=1 |
|  | Y1[Y==8,9]=1 |
|  | Y1[Y==9,0]=1 |
|  | } |
|  | return(Y1) |
|  | } |
|  |  |
|  | softmaxDerivative <- function(dA, cache ,y,numTraining,numClasses){ |
|  | # Note : dA not used. dL/dZ = dL/dA \* dA/dZ = pi-yi |
|  | Z <- cache |
|  | # Compute softmax |
|  | exp\_scores = exp(t(Z)) |
|  | # normalize them for each example |
|  | probs = exp\_scores / rowSums(exp\_scores) |
|  | # Create a matrix of zeros |
|  | Y1=popMatrix(y,numClasses) |
|  | #a=rep(0,times=length(Y)) |
|  | #Y1=matrix(a,nrow=length(Y),ncol=numClasses) |
|  | #Set the rows and columns as 1's where Y is the class value |
|  | dZ = probs-Y1 |
|  | return(dZ) |
|  | } |
|  |  |
|  | # Initialize the model |
|  | # Input : number of features |
|  | # number of hidden units |
|  | # number of units in output |
|  | # Returns: Weight and bias matrices and vectors |
|  |  |
|  |  |
|  | # Initialize model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | initializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1])\*0.01 |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  |  |
|  |  |
|  | # He Initialization model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | # He initilization multiplies the random numbers with sqrt(2/layerDimensions[previouslayer]) |
|  | HeInitializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1]) |
|  |  |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | # He initialization - Divide by sqrt(2/layerDimensions[previous layer]) |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1])\*sqrt(2/layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  | # XavInitializeDeepModel Initialization model for L layers |
|  | # Input : List of units in each layer |
|  | # Returns: Initial weights and biases matrices for all layers |
|  | # He initilization multiplies the random numbers with sqrt(1/layerDimensions[previouslayer]) |
|  | XavInitializeDeepModel <- function(layerDimensions){ |
|  | set.seed(2) |
|  |  |
|  | # Initialize empty list |
|  | layerParams <- list() |
|  |  |
|  | # Note the Weight matrix at layer 'l' is a matrix of size (l,l-1) |
|  | # The Bias is a vectors of size (l,1) |
|  |  |
|  | # Loop through the layer dimension from 1.. L |
|  | # Indices in R start from 1 |
|  | for(l in 2:length(layersDimensions)){ |
|  | # Initialize a matrix of small random numbers of size l x l-1 |
|  | # Create random numbers of size l x l-1 |
|  | w=rnorm(layersDimensions[l]\*layersDimensions[l-1]) |
|  |  |
|  | # Create a weight matrix of size l x l-1 with this initial weights and |
|  | # Add to list W1,W2... WL |
|  | # He initialization - Divide by sqrt(2/layerDimensions[previous layer]) |
|  | layerParams[[paste('W',l-1,sep="")]] = matrix(w,nrow=layersDimensions[l], |
|  | ncol=layersDimensions[l-1])\*sqrt(1/layersDimensions[l-1]) |
|  | layerParams[[paste('b',l-1,sep="")]] = matrix(rep(0,layersDimensions[l]), |
|  | nrow=layersDimensions[l],ncol=1) |
|  | } |
|  | return(layerParams) |
|  | } |
|  |  |
|  | # Initialize velocity |
|  | # Input : parameters |
|  | # Returns: Initial velocity v |
|  | initializeVelocity <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | v <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | v[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | v[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  |  |
|  | return(v) |
|  | } |
|  |  |
|  |  |
|  | # Initialize RMSProp |
|  | # Input : parameters |
|  | # Returns: Initial RMSProp s |
|  | initializeRMSProp <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | s <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | s[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | s[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  |  |
|  | return(s) |
|  | } |
|  |  |
|  | # Initialize Adam |
|  | # Input : parameters |
|  | # Returns: Initial RMSProp s |
|  | initializeAdam <- function(parameters){ |
|  |  |
|  | L <- length(parameters)/2 |
|  | v <- list() |
|  | s <- list() |
|  |  |
|  | # Initialize velocity with the same dimensions as W |
|  | for(l in 1:L){ |
|  | # Get the size of weight matrix |
|  | sz <- dim(parameters[[paste('W',l,sep="")]]) |
|  | v[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | s[[paste('dW',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | #Get the size of bias matrix |
|  | sz <- dim(parameters[[paste('b',l,sep="")]]) |
|  | v[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | s[[paste('db',l,sep="")]] = matrix(rep(0,sz[1]\*sz[2]), |
|  | nrow=sz[1],ncol=sz[2]) |
|  | } |
|  | retvals <- list("v"=v,"s"=s) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the activation at a layer 'l' for forward prop in a Deep Network |
|  | # Input : A\_prec - Activation of previous layer |
|  | # W,b - Weight and bias matrices and vectors |
|  | # activationFunc - Activation function - sigmoid, tanh, relu etc |
|  | # Returns : The Activation of this layer |
|  | # : |
|  | # Z = W \* X + b |
|  | # A = sigmoid(Z), A= Relu(Z), A= tanh(Z) |
|  | layerActivationForward <- function(A\_prev, W, b, activationFunc){ |
|  |  |
|  | # Compute Z |
|  | z = W %\*% A\_prev |
|  | # Broadcast the bias 'b' by column |
|  | Z <-sweep(z,1,b,'+') |
|  |  |
|  | forward\_cache <- list("A\_prev"=A\_prev, "W"=W, "b"=b) |
|  | # Compute the activation for sigmoid |
|  | if(activationFunc == "sigmoid"){ |
|  | vals = sigmoid(Z) |
|  | } else if (activationFunc == "relu"){ # Compute the activation for relu |
|  | vals = relu(Z) |
|  | } else if(activationFunc == 'tanh'){ # Compute the activation for tanh |
|  | vals = tanhActivation(Z) |
|  | } else if(activationFunc == 'softmax'){ |
|  | vals = softmax(Z) |
|  | } |
|  | # Create a list of forward and activation cache |
|  | cache <- list("forward\_cache"=forward\_cache, "activation\_cache"=vals[['Z']]) |
|  | retvals <- list("A"=vals[['A']],"cache"=cache) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the forward propagation for layers 1..L |
|  | # Input : X - Input Features |
|  | # paramaters: Weights and biases |
|  | # hiddenActivationFunc - elu/sigmoid/tanh |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # Returns : AL |
|  | # caches |
|  | # The forward propoagtion uses the Relu/tanh activation from layer 1..L-1 and sigmoid actiovation at layer L |
|  | forwardPropagationDeep <- function(X, parameters,keep\_prob=1, hiddenActivationFunc='relu', |
|  | outputActivationFunc='sigmoid'){ |
|  | caches <- list() |
|  | dropoutMat <- list() |
|  | # Set A to X (A0) |
|  | A <- X |
|  | L <- length(parameters)/2 # number of layers in the neural network |
|  | # Loop through from layer 1 to upto layer L |
|  | for(l in 1:(L-1)){ |
|  | A\_prev <- A |
|  | # Zi = Wi x Ai-1 + bi and Ai = g(Zi) |
|  | # Set W and b for layer 'l' |
|  | # Loop throug from W1,W2... WL-1 |
|  | W <- parameters[[paste("W",l,sep="")]] |
|  | b <- parameters[[paste("b",l,sep="")]] |
|  | # Compute the forward propagation through layer 'l' using the activation function |
|  | actForward <- layerActivationForward(A\_prev, |
|  | W, |
|  | b, |
|  | activationFunc = hiddenActivationFunc) |
|  | A <- actForward[['A']] |
|  | # Append the cache A\_prev,W,b, Z |
|  | caches[[l]] <-actForward |
|  |  |
|  | # Randomly drop some activation units |
|  | # Create a matrix as the same shape as A |
|  | set.seed(1) |
|  | i=dim(A)[1] |
|  | j=dim(A)[2] |
|  | a<-rnorm(i\*j) |
|  | # Normalize a between 0 and 1 |
|  | a = (a - min(a))/(max(a) - min(a)) |
|  | # Create a matrix of D |
|  | D <- matrix(a,nrow=i, ncol=j) |
|  | # Find D which is less than equal to keep\_prob |
|  | D <- D < keep\_prob |
|  | # Remove some A's |
|  | A <- A \* D |
|  | # Divide by keep\_prob to keep expected value same |
|  | A <- A/keep\_prob |
|  | dropoutMat[[paste("D",l,sep="")]] <- D |
|  | } |
|  |  |
|  | # Since this is binary classification use the sigmoid activation function in |
|  | # last layer |
|  | # Set the weights and biases for the last layer |
|  | W <- parameters[[paste("W",L,sep="")]] |
|  | b <- parameters[[paste("b",L,sep="")]] |
|  | # Last layer |
|  | actForward = layerActivationForward(A, W, b, activationFunc = outputActivationFunc) |
|  | AL <- actForward[['A']] |
|  | # Append the output of this forward propagation through the last layer |
|  | caches[[L]] <- actForward |
|  | # Create a list of the final output and the caches |
|  | fwdPropDeep <- list("AL"=AL,"caches"=caches,"dropoutMat"=dropoutMat) |
|  | return(fwdPropDeep) |
|  |  |
|  | } |
|  |  |
|  | pickColumns <- function(AL,Y,numClasses){ |
|  | if(numClasses==3){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | } |
|  | else if (numClasses==10){ |
|  | a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3],AL[Y==3,4],AL[Y==4,5], |
|  | AL[Y==5,6],AL[Y==6,7],AL[Y==7,8],AL[Y==8,9],AL[Y==9,10]) |
|  | } |
|  | return(a) |
|  | } |
|  |  |
|  |  |
|  | # Compute the cost |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # :outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | computeCost <- function(AL,Y,outputActivationFunc="sigmoid",numClasses=3){ |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | m= length(Y) |
|  | cost=-1/m\*sum(Y\*log(AL) + (1-Y)\*log(1-AL)) |
|  |  |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | # Select the elements where the y values are 0, 1 or 2 and make a vector |
|  | # Pick columns |
|  | #a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | m= length(Y) |
|  | a =pickColumns(AL,Y,numClasses) |
|  | #a = c(A2[y=k,k+1]) |
|  | # Take log |
|  | correct\_probs = -log(a) |
|  |  |
|  | # Compute loss |
|  | cost= sum(correct\_probs)/m |
|  | } |
|  | return(cost) |
|  | } |
|  |  |
|  |  |
|  | # Compute the cost with Regularization |
|  | # Input : Activation of last layer |
|  | # : Output from data |
|  | # :outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : numClasses |
|  | # Output: cost |
|  | computeCostWithReg <- function(parameters, AL,Y,lambd, outputActivationFunc="sigmoid",numClasses=3){ |
|  |  |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | m= length(Y) |
|  | cost=-1/m\*sum(Y\*log(AL) + (1-Y)\*log(1-AL)) |
|  |  |
|  | # Regularization cost |
|  | L <- length(parameters)/2 |
|  | L2RegularizationCost=0 |
|  | for(l in 1:L){ |
|  | L2RegularizationCost = L2RegularizationCost + |
|  | sum(parameters[[paste("W",l,sep="")]]^2) |
|  | } |
|  | L2RegularizationCost = (lambd/(2\*m))\*L2RegularizationCost |
|  | cost = cost + L2RegularizationCost |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | # Select the elements where the y values are 0, 1 or 2 and make a vector |
|  | # Pick columns |
|  | #a=c(AL[Y==0,1],AL[Y==1,2],AL[Y==2,3]) |
|  | m= length(Y) |
|  | a =pickColumns(AL,Y,numClasses) |
|  | #a = c(A2[y=k,k+1]) |
|  | # Take log |
|  | correct\_probs = -log(a) |
|  | # Compute loss |
|  | cost= sum(correct\_probs)/m |
|  |  |
|  | # Regularization cost |
|  | L <- length(parameters)/2 |
|  | L2RegularizationCost=0 |
|  | # Add L2 norm |
|  | for(l in 1:L){ |
|  | L2RegularizationCost = L2RegularizationCost + |
|  | sum(parameters[[paste("W",l,sep="")]]^2) |
|  | } |
|  | L2RegularizationCost = (lambd/(2\*m))\*L2RegularizationCost |
|  | cost = cost + L2RegularizationCost |
|  | } |
|  | return(cost) |
|  | } |
|  |  |
|  | # Compute the backpropagation through a layer |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # activationFunc |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  |  |
|  | layerActivationBackward <- function(dA, cache, Y, activationFunc,numClasses){ |
|  | # Get A\_prev,W,b |
|  | forward\_cache <-cache[['forward\_cache']] |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | A\_prev <- forward\_cache[['A\_prev']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Get Z |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | if(activationFunc == "relu"){ |
|  | dZ <- reluDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "sigmoid"){ |
|  | dZ <- sigmoidDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "tanh"){ |
|  | dZ <- tanhDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "softmax"){ |
|  | dZ <- softmaxDerivative(dA, activation\_cache,Y,numtraining,numClasses) |
|  | } |
|  |  |
|  | if (activationFunc == 'softmax'){ |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | dW = 1/numtraining \* A\_prev%\*%dZ |
|  | db = 1/numtraining\* matrix(colSums(dZ),nrow=1,ncol=numClasses) |
|  | dA\_prev = dZ %\*%W |
|  | } else { |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | numtraining = dim(A\_prev)[2] |
|  |  |
|  | dW = 1/numtraining \* dZ %\*% t(A\_prev) |
|  | db = 1/numtraining \* rowSums(dZ) |
|  | dA\_prev = t(W) %\*% dZ |
|  | } |
|  | retvals <- list("dA\_prev"=dA\_prev,"dW"=dW,"db"=db) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the backpropagation through a layer with Regularization |
|  | # Input : Neural Network parameters - dA |
|  | # # cache - forward\_cache & activation\_cache |
|  | # # Input features |
|  | # # Output values Y |
|  | # # activationFunc |
|  | # # numClasses |
|  | # Returns: Gradients |
|  | # dL/dWi= dL/dZi\*Al-1 |
|  | # dl/dbl = dL/dZl |
|  | # dL/dZ\_prev=dL/dZl\*W |
|  |  |
|  | layerActivationBackwardWithReg <- function(dA, cache, Y, lambd, activationFunc,numClasses){ |
|  | # Get A\_prev,W,b |
|  | forward\_cache <-cache[['forward\_cache']] |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | A\_prev <- forward\_cache[['A\_prev']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Get Z |
|  | activation\_cache <- cache[['activation\_cache']] |
|  | if(activationFunc == "relu"){ |
|  | dZ <- reluDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "sigmoid"){ |
|  | dZ <- sigmoidDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "tanh"){ |
|  | dZ <- tanhDerivative(dA, activation\_cache) |
|  | } else if(activationFunc == "softmax"){ |
|  | dZ <- softmaxDerivative(dA, activation\_cache,Y,numtraining,numClasses) |
|  | } |
|  |  |
|  | if (activationFunc == 'softmax'){ |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | # Add the regularization factor |
|  | dW = 1/numtraining \* A\_prev%\*%dZ + (lambd/numtraining) \* t(W) |
|  | db = 1/numtraining\* matrix(colSums(dZ),nrow=1,ncol=numClasses) |
|  | dA\_prev = dZ %\*%W |
|  | } else { |
|  | W <- forward\_cache[['W']] |
|  | b <- forward\_cache[['b']] |
|  | numtraining = dim(A\_prev)[2] |
|  | # Add the regularization factor |
|  | dW = 1/numtraining \* dZ %\*% t(A\_prev) + (lambd/numtraining) \* W |
|  | db = 1/numtraining \* rowSums(dZ) |
|  | dA\_prev = t(W) %\*% dZ |
|  | } |
|  | retvals <- list("dA\_prev"=dA\_prev,"dW"=dW,"db"=db) |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Compute the backpropagation for 1 cycle through all layers |
|  | # Input : AL: Output of L layer Network - weights |
|  | # # Y Real output |
|  | # # caches -- list of caches containing: |
|  | # every cache of layerActivationForward() with "relu"/"tanh" |
|  | # #(it's caches[l], for l in range(L-1) i.e l = 0...L-2) |
|  | # #the cache of layerActivationForward() with "sigmoid" (it's caches[L-1]) |
|  | # hiddenActivationFunc - Activation function at hidden layers - relu/tanh/sigmoid |
|  | # outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # |
|  | # Returns: |
|  | # gradients -- A dictionary with the gradients |
|  | # gradients["dA" + str(l)] = ... |
|  | # |
|  | backwardPropagationDeep <- function(AL, Y, caches,dropoutMat, lambd=0, keep\_prob=0, hiddenActivationFunc='relu', |
|  | outputActivationFunc="sigmoid",numClasses){ |
|  | #initialize the gradients |
|  | gradients = list() |
|  | # Set the number of layers |
|  | L = length(caches) |
|  | numTraining = dim(AL)[2] |
|  |  |
|  | if(outputActivationFunc == "sigmoid") |
|  | # Initializing the backpropagation |
|  | # dl/dAL= -(y/a) - ((1-y)/(1-a)) - At the output layer |
|  | dAL = -( (Y/AL) -(1 - Y)/(1 - AL)) |
|  | else if(outputActivationFunc == "softmax"){ |
|  | dAL=0 |
|  | Y=t(Y) |
|  | } |
|  |  |
|  | # Get the gradients at the last layer |
|  | # Inputs: "AL, Y, caches". |
|  | # Outputs: "gradients["dAL"], gradients["dWL"], gradients["dbL"] |
|  | # Start with Layer L |
|  | # Get the current cache |
|  | current\_cache = caches[[L]]$cache |
|  | if (lambd==0){ |
|  | retvals <- layerActivationBackward(dAL, current\_cache, Y, |
|  | activationFunc = outputActivationFunc,numClasses) |
|  | } else { |
|  | retvals = layerActivationBackwardWithReg(dAL, current\_cache, Y, lambd, |
|  | activationFunc = outputActivationFunc,numClasses) |
|  | } |
|  |  |
|  |  |
|  |  |
|  | #Note: Take the transpose of dA |
|  | if(outputActivationFunc =="sigmoid") |
|  | gradients[[paste("dA",L,sep="")]] <- retvals[['dA\_prev']] |
|  | else if(outputActivationFunc =="softmax") |
|  | gradients[[paste("dA",L,sep="")]] <- t(retvals[['dA\_prev']]) |
|  |  |
|  | gradients[[paste("dW",L,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",L,sep="")]] <- retvals[['db']] |
|  |  |
|  |  |
|  |  |
|  | # Traverse in the reverse direction |
|  | for(l in (L-1):1){ |
|  | # Compute the gradients for L-1 to 1 for Relu/tanh |
|  | # Inputs: "gradients["dA" + str(l + 2)], caches". |
|  | # Outputs: "gradients["dA" + str(l + 1)] , gradients["dW" + str(l + 1)] , gradients["db" + str(l + 1)] |
|  | current\_cache = caches[[l]]$cache |
|  | if (lambd==0){ |
|  | # Get the dropout matrix |
|  | D <-dropoutMat[[paste("D",l,sep="")]] |
|  | # Multiply gradient with dropout matrix |
|  | gradients[[paste('dA',l+1,sep="")]] = gradients[[paste('dA',l+1,sep="")]] \*D |
|  | # Divide by keep\_prob to keep expected value same |
|  | gradients[[paste('dA',l+1,sep="")]] = gradients[[paste('dA',l+1,sep="")]]/keep\_prob |
|  | retvals = layerActivationBackward(gradients[[paste('dA',l+1,sep="")]], |
|  | current\_cache, Y, |
|  | activationFunc = hiddenActivationFunc) |
|  | } else { |
|  | retvals = layerActivationBackwardWithReg(gradients[[paste('dA',l+1,sep="")]], |
|  | current\_cache, Y, lambd, |
|  | activationFunc = hiddenActivationFunc) |
|  | } |
|  |  |
|  | gradients[[paste("dA",l,sep="")]] <-retvals[['dA\_prev']] |
|  | gradients[[paste("dW",l,sep="")]] <- retvals[['dW']] |
|  | gradients[[paste("db",l,sep="")]] <- retvals[['db']] |
|  | } |
|  |  |
|  |  |
|  |  |
|  | return(gradients) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent |
|  | # Input : Weights and biases |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescent <- function(parameters, gradients, learningRate,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",l,sep="")]] |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\* gradients[[paste("db",l,sep="")]] |
|  | } |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste("dW",L,sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste("db",L,sep="")]] |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]]) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]]) |
|  |  |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  | # Perform Gradient Descent with momentum |
|  | # Input : Weights and biases |
|  | # : beta |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithMomentum <- function(parameters, gradients,v, beta, learningRate,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  |  |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # Compute velocities |
|  | # v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk |
|  | v[[paste("dW",l, sep="")]] = beta\*v[[paste("dW",l, sep="")]] + |
|  | (1-beta) \* gradients[[paste('dW',l,sep="")]] |
|  | v[[paste("db",l, sep="")]] = beta\*v[[paste("db",l, sep="")]] + |
|  | (1-beta) \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate\* v[[paste("dW",l, sep="")]] |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\* v[[paste("db",l, sep="")]] |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta) \* gradients[[paste('dW',L,sep="")]] |
|  | v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] + |
|  | (1-beta) \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* v[[paste("dW",l, sep="")]] |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* v[[paste("db",l, sep="")]] |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | v[[paste("dW",L, sep="")]] = beta\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | v[[paste("db",L, sep="")]] = beta\*v[[paste("db",L, sep="")]] + |
|  | (1-beta) \* t(gradients[[paste('db',L,sep="")]]) |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]]) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]]) |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent with RMSProp |
|  | # Input : Weights and biases |
|  | # : beta1 |
|  | # : epsilon |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithRMSProp <- function(parameters, gradients,s, beta1, epsilon, learningRate,outputActivationFunc="sigmoid"){ |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # Compute RMSProp |
|  | # s['dWk'] = beta1 \*s['dWk'] + (1-beta1)\*dWk\*\*2/sqrt(s['dWk']) |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",l, sep="")]] = beta1\*s[[paste("dW",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',l,sep="")]] \* gradients[[paste('dW',l,sep="")]] |
|  | s[[paste("db",l, sep="")]] = beta1\*s[[paste("db",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',l,sep="")]] \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate \* gradients[[paste('dW',l,sep="")]]/sqrt(s[[paste("dW",l, sep="")]]+epsilon) |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\*gradients[[paste('db',l,sep="")]]/sqrt(s[[paste("db",l, sep="")]]+epsilon) |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | s[[paste("dW",L, sep="")]] = beta1\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',L,sep="")]] \*gradients[[paste('dW',L,sep="")]] |
|  | s[[paste("db",L, sep="")]] = beta1\*s[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',L,sep="")]] \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* gradients[[paste('dW',l,sep="")]]/sqrt(s[[paste("dW",L, sep="")]]+epsilon) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* gradients[[paste('db',l,sep="")]]/sqrt( s[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | s[[paste("dW",L, sep="")]] = beta1\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('dW',L,sep="")]]) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | s[[paste("db",L, sep="")]] = beta1\*s[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('db',L,sep="")]]) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("dW",L,sep="")]])/sqrt(s[[paste("dW",L, sep="")]]+epsilon) |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\* t(gradients[[paste("db",L,sep="")]])/sqrt( s[[paste("db",L, sep="")]]+epsilon) |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  |  |
|  | # Perform Gradient Descent with Adam |
|  | # Input : Weights and biases |
|  | # : beta1 |
|  | # : epsilon |
|  | # : gradients |
|  | # : learning rate |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | #output : Updated weights after 1 iteration |
|  | gradientDescentWithAdam <- function(parameters, gradients,v, s, t, |
|  | beta1=0.9, beta2=0.999, epsilon=10^-8, learningRate=0.1,outputActivationFunc="sigmoid"){ |
|  |  |
|  | L = length(parameters)/2 # number of layers in the neural network |
|  | v\_corrected <- list() |
|  | s\_corrected <- list() |
|  | # Update rule for each parameter. Use a for loop. |
|  | for(l in 1:(L-1)){ |
|  | # v['dWk'] = beta \*v['dWk'] + (1-beta)\*dWk |
|  | v[[paste("dW",l, sep="")]] = beta1\*v[[paste("dW",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',l,sep="")]] |
|  | v[[paste("db",l, sep="")]] = beta1\*v[[paste("db",l, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",l, sep="")]] = v[[paste("dW",l, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",l, sep="")]] = v[[paste("db",l, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",l, sep="")]] = beta2\*s[[paste("dW",l, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('dW',l,sep="")]] \* gradients[[paste('dW',l,sep="")]] |
|  | s[[paste("db",l, sep="")]] = beta2\*s[[paste("db",l, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('db',l,sep="")]] \* gradients[[paste('db',l,sep="")]] |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",l, sep="")]] = s[[paste("dW",l, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",l, sep="")]] = s[[paste("db",l, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",l, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",l, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",l,sep="")]] = parameters[[paste("W",l,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",l, sep="")]]/d1 |
|  | parameters[[paste("b",l,sep="")]] = parameters[[paste("b",l,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",l, sep="")]]/d2 |
|  | } |
|  |  |
|  | # Compute for the Lth layer |
|  | if(outputActivationFunc=="sigmoid"){ |
|  | v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('dW',L,sep="")]] |
|  | v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('dW',L,sep="")]] \* gradients[[paste('dW',L,sep="")]] |
|  | s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] + |
|  | (1-beta2) \* gradients[[paste('db',L,sep="")]] \* gradients[[paste('db',L,sep="")]] |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1 |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2 |
|  |  |
|  | }else if (outputActivationFunc=="softmax"){ |
|  | v[[paste("dW",L, sep="")]] = beta1\*v[[paste("dW",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | v[[paste("db",L, sep="")]] = beta1\*v[[paste("db",L, sep="")]] + |
|  | (1-beta1) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  |  |
|  | # Compute bias-corrected first moment estimate. |
|  | v\_corrected[[paste("dW",L, sep="")]] = v[[paste("dW",L, sep="")]]/(1-beta1^t) |
|  | v\_corrected[[paste("db",L, sep="")]] = v[[paste("db",L, sep="")]]/(1-beta1^t) |
|  |  |
|  |  |
|  | # Element wise multiply of gradients |
|  | s[[paste("dW",L, sep="")]] = beta2\*s[[paste("dW",L, sep="")]] + |
|  | (1-beta2) \* t(gradients[[paste('dW',L,sep="")]]) \* t(gradients[[paste('dW',L,sep="")]]) |
|  | s[[paste("db",L, sep="")]] = beta2\*s[[paste("db",L, sep="")]] + |
|  | (1-beta2) \* t(gradients[[paste('db',L,sep="")]]) \* t(gradients[[paste('db',L,sep="")]]) |
|  |  |
|  | # Compute bias-corrected second moment estimate. |
|  | s\_corrected[[paste("dW",L, sep="")]] = s[[paste("dW",L, sep="")]]/(1-beta2^t) |
|  | s\_corrected[[paste("db",L, sep="")]] = s[[paste("db",L, sep="")]]/(1-beta2^t) |
|  |  |
|  | # Update parameters. |
|  | d1=sqrt(s\_corrected[[paste("dW",L, sep="")]]+epsilon) |
|  | d2=sqrt(s\_corrected[[paste("db",L, sep="")]]+epsilon) |
|  |  |
|  | parameters[[paste("W",L,sep="")]] = parameters[[paste("W",L,sep="")]] - |
|  | learningRate \* v\_corrected[[paste("dW",L, sep="")]]/d1 |
|  | parameters[[paste("b",L,sep="")]] = parameters[[paste("b",L,sep="")]] - |
|  | learningRate\*v\_corrected[[paste("db",L, sep="")]]/d2 |
|  | } |
|  | return(parameters) |
|  | } |
|  |  |
|  | # Execute a L layer Deep learning model |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : num of iterations |
|  | #output : Updated weights after each iteration |
|  |  |
|  | L\_Layer\_DeepModel <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = 0.5, |
|  | lambd=0, |
|  | keep\_prob=1, |
|  | numIterations = 10000, |
|  | initType="default", |
|  | print\_cost=False){ |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  |  |
|  | # Parameters initialization. |
|  | if (initType=="He"){ |
|  | parameters =HeInitializeDeepModel(layersDimensions) |
|  | } else if (initType=="Xav"){ |
|  | parameters =XavInitializeDeepModel(layersDimensions) |
|  | } |
|  | else{ |
|  | parameters = initializeDeepModel(layersDimensions) |
|  | } |
|  |  |
|  |  |
|  | # Loop (gradient descent) |
|  | for( i in 0:numIterations){ |
|  | # Forward propagation: [LINEAR -> RELU]\*(L-1) -> LINEAR -> SIGMOID/SOFTMAX. |
|  | retvals = forwardPropagationDeep(X, parameters,keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  | dropoutMat <- retvals[['dropoutMat']] |
|  |  |
|  | # Compute cost. |
|  | if(lambd==0){ |
|  | cost <- computeCost(AL, Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } else { |
|  | cost <- computeCostWithReg(parameters, AL, Y,lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, Y, caches, dropoutMat, lambd, keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  |  |
|  | if(i%%1000 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Execute a L layer Deep learning model with Stochastic Gradient descent |
|  | # Input : X - Input features |
|  | # : Y output |
|  | # : layersDimensions - Dimension of layers |
|  | # : hiddenActivationFunc - Activation function at hidden layer relu /tanh |
|  | # : outputActivationFunc - Activation function at hidden layer sigmoid/softmax |
|  | # : learning rate |
|  | # : mini\_batch\_size |
|  | # : num of epochs |
|  | #output : Updated weights after each iteration |
|  | L\_Layer\_DeepModel\_SGD <- function(X, Y, layersDimensions, |
|  | hiddenActivationFunc='relu', |
|  | outputActivationFunc= 'sigmoid', |
|  | learningRate = .3, |
|  | lrDecay=FALSE, |
|  | decayRate=1, |
|  | lambd=0, |
|  | keep\_prob=1, |
|  | optimizer="gd", |
|  | beta=0.9, |
|  | beta1=0.9, |
|  | beta2=0.999, |
|  | epsilon=10^-8, |
|  | mini\_batch\_size = 64, |
|  | num\_epochs = 2500, |
|  | print\_cost=False){ |
|  |  |
|  |  |
|  |  |
|  | print("hello") |
|  | cat("learningRate= ",learningRate) |
|  | cat("\n") |
|  | cat("lambd=",lambd) |
|  | cat("\n") |
|  | cat("keep\_prob=",keep\_prob) |
|  | cat("\n") |
|  | cat("optimizer=",optimizer) |
|  | cat("\n") |
|  | cat("lrDecay=",lrDecay) |
|  | cat("\n") |
|  | cat("decayRate=",decayRate) |
|  | cat("\n") |
|  | cat("beta=",beta) |
|  | cat("\n") |
|  | cat("beta1=",beta1) |
|  | cat("\n") |
|  | cat("beta2=",beta2) |
|  | cat("\n") |
|  | cat("epsilon=",epsilon) |
|  | cat("\n") |
|  | cat("mini\_batch\_size=",mini\_batch\_size) |
|  | cat("\n") |
|  | cat("num\_epochs=",num\_epochs) |
|  | cat("\n") |
|  | set.seed(1) |
|  | #Initialize costs vector as NULL |
|  | costs <- NULL |
|  | t <- 0 |
|  | # Parameters initialization. |
|  | parameters = initializeDeepModel(layersDimensions) |
|  |  |
|  |  |
|  | #Initialize the optimizer |
|  |  |
|  | if(optimizer == "momentum"){ |
|  | v <-initializeVelocity(parameters) |
|  | } else if(optimizer == "rmsprop"){ |
|  | s <-initializeRMSProp(parameters) |
|  | } else if (optimizer == "adam"){ |
|  | adamVals <-initializeAdam(parameters) |
|  | } |
|  |  |
|  | seed=10 |
|  |  |
|  | # Loop for number of epochs |
|  | for( i in 0:num\_epochs){ |
|  | seed=seed+1 |
|  | minibatches = random\_mini\_batches(X, Y, mini\_batch\_size, seed) |
|  |  |
|  | for(batch in 1:length(minibatches)){ |
|  |  |
|  | mini\_batch\_X=minibatches[[batch]][['mini\_batch\_X']] |
|  | mini\_batch\_Y=minibatches[[batch]][['mini\_batch\_Y']] |
|  | # Forward propagation: |
|  | retvals = forwardPropagationDeep(mini\_batch\_X, parameters,keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc) |
|  | AL <- retvals[['AL']] |
|  | caches <- retvals[['caches']] |
|  | dropoutMat <- retvals[['dropoutMat']] |
|  |  |
|  | # Compute cost. |
|  | # Compute cost. |
|  | if(lambd==0){ |
|  | cost <- computeCost(AL, mini\_batch\_Y,outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } else { |
|  | cost <- computeCostWithReg(parameters, AL, Y,lambd, outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  | } |
|  | # Backward propagation. |
|  | gradients = backwardPropagationDeep(AL, mini\_batch\_Y, caches, dropoutMat, lambd, keep\_prob, hiddenActivationFunc, |
|  | outputActivationFunc=outputActivationFunc,numClasses=layersDimensions[length(layersDimensions)]) |
|  |  |
|  | if(optimizer == "gd"){ |
|  | # Update parameters. |
|  | parameters = gradientDescent(parameters, gradients, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  | }else if(optimizer == "momentum"){ |
|  | # Update parameters with Momentum |
|  | parameters = gradientDescentWithMomentum(parameters, gradients,v,beta, learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  | } else if(optimizer == "rmsprop"){ |
|  | # Update parameters with RMSProp |
|  | parameters = gradientDescentWithRMSProp(parameters, gradients,s,beta1, epsilon,learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  |  |
|  | } else if(optimizer == "adam"){ |
|  | # Update parameters with Adam |
|  | #Get v and s |
|  | t <- t+1 |
|  | v <- adamVals[['v']] |
|  | s <- adamVals[['s']] |
|  | parameters = gradientDescentWithAdam(parameters, gradients,v, s,t, beta1,beta2, epsilon,learningRate, |
|  | outputActivationFunc=outputActivationFunc) |
|  | } |
|  | } |
|  |  |
|  | if(i%%1000 == 0){ |
|  | costs=c(costs,cost) |
|  | print(cost) |
|  | } |
|  | if(lrDecay==TRUE){ |
|  | learningRate = decayRate^(num\_epochs/1000) \* learningRate |
|  | } |
|  | } |
|  |  |
|  | retvals <- list("parameters"=parameters,"costs"=costs) |
|  |  |
|  | return(retvals) |
|  | } |
|  |  |
|  | # Predict the output for given input |
|  | # Input : parameters |
|  | # : X |
|  | # Output: predictions |
|  | predict <- function(parameters, X,keep\_prob=1, hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,keep\_prob, hiddenActivationFunc) |
|  | predictions <- fwdProp$AL>0.5 |
|  |  |
|  | return (predictions) |
|  | } |
|  |  |
|  | # Plot a decision boundary |
|  | # This function uses ggplot2 |
|  | plotDecisionBoundary <- function(z,retvals,keep\_prob=1,hiddenActivationFunc="sigmoid",lr=0.5){ |
|  | # Find the minimum and maximum for the data |
|  | xmin<-min(z[,1]) |
|  | xmax<-max(z[,1]) |
|  | ymin<-min(z[,2]) |
|  | ymax<-max(z[,2]) |
|  |  |
|  | # Create a grid of values |
|  | a=seq(xmin,xmax,length=100) |
|  | b=seq(ymin,ymax,length=100) |
|  | grid <- expand.grid(x=a, y=b) |
|  | colnames(grid) <- c('x1', 'x2') |
|  | grid1 <-t(grid) |
|  | # Predict the output for this grid |
|  | q <-predict(retvals$parameters,grid1,keep\_prob=1, hiddenActivationFunc) |
|  | q1 <- t(data.frame(q)) |
|  | q2 <- as.numeric(q1) |
|  | grid2 <- cbind(grid,q2) |
|  | colnames(grid2) <- c('x1', 'x2','q2') |
|  |  |
|  | z1 <- data.frame(z) |
|  | names(z1) <- c("x1","x2","y") |
|  | atitle=paste("Decision boundary for learning rate:",lr) |
|  | # Plot the contour of the boundary |
|  | ggplot(z1) + |
|  | geom\_point(data = z1, aes(x = x1, y = x2, color = y)) + |
|  | stat\_contour(data = grid2, aes(x = x1, y = x2, z = q2,color=q2), alpha = 0.9)+ |
|  | ggtitle(atitle) + scale\_colour\_gradientn(colours = brewer.pal(10, "Spectral")) |
|  | } |
|  |  |
|  | # Predict the probability scores for given data set |
|  | # Input : parameters |
|  | # : X |
|  | # Output: probability of output |
|  | computeScores <- function(parameters, X,hiddenActivationFunc='relu'){ |
|  |  |
|  | fwdProp <- forwardPropagationDeep(X, parameters,hiddenActivationFunc) |
|  | scores <- fwdProp$AL |
|  |  |
|  | return (scores) |
|  | } |
|  |  |
|  |  |
|  | random\_mini\_batches <- function(X, Y, miniBatchSize = 64, seed = 0){ |
|  |  |
|  |  |
|  | set.seed(seed) |
|  | # Get number of training samples |
|  | m = dim(X)[2] |
|  | # Initialize mini batches |
|  | mini\_batches = list() |
|  |  |
|  | # Create a list of random numbers < m |
|  | permutation = c(sample(m)) |
|  | # Randomly shuffle the training data |
|  | shuffled\_X = X[, permutation] |
|  | shuffled\_Y = Y[1, permutation] |
|  |  |
|  | # Compute number of mini batches |
|  | numCompleteMinibatches = floor(m/miniBatchSize) |
|  | batch=0 |
|  | for(k in 0:(numCompleteMinibatches-1)){ |
|  | batch=batch+1 |
|  | # Set the lower and upper bound of the mini batches |
|  | lower=(k\*miniBatchSize)+1 |
|  | upper=((k+1) \* miniBatchSize) |
|  | mini\_batch\_X = shuffled\_X[, lower:upper] |
|  | mini\_batch\_Y = shuffled\_Y[lower:upper] |
|  | # Add it to the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]] =mini\_batch |
|  |  |
|  |  |
|  | } |
|  |  |
|  | # If the batch size does not divide evenly with mini batc size |
|  | if(m %% miniBatchSize != 0){ |
|  | p=floor(m/miniBatchSize)\*miniBatchSize |
|  | # Set the start and end of last batch |
|  | q=p+m %% miniBatchSize |
|  | mini\_batch\_X = shuffled\_X[,(p+1):q] |
|  | mini\_batch\_Y = shuffled\_Y[(p+1):q] |
|  | } |
|  | # Return the list of mini batches |
|  | mini\_batch = list("mini\_batch\_X"=mini\_batch\_X,"mini\_batch\_Y"=mini\_batch\_Y) |
|  | mini\_batches[[batch]]=mini\_batch |
|  |  |
|  | return(mini\_batches) |
|  | } |
|  |  |
|  | # Plot a decision boundary |
|  | # This function uses ggplot2 |
|  | plotDecisionBoundary1 <- function(Z,parameters,keep\_prob=1){ |
|  | xmin<-min(Z[,1]) |
|  | xmax<-max(Z[,1]) |
|  | ymin<-min(Z[,2]) |
|  | ymax<-max(Z[,2]) |
|  |  |
|  | # Create a grid of points |
|  | a=seq(xmin,xmax,length=100) |
|  | b=seq(ymin,ymax,length=100) |
|  | grid <- expand.grid(x=a, y=b) |
|  | colnames(grid) <- c('x1', 'x2') |
|  | grid1 <-t(grid) |
|  |  |
|  | retvals = forwardPropagationDeep(grid1, parameters,keep\_prob, "relu", |
|  | outputActivationFunc="softmax") |
|  |  |
|  |  |
|  | AL <- retvals$AL |
|  | # From the softmax probabilities pick the one with the highest probability |
|  | q= apply(AL,1,which.max) |
|  |  |
|  | q1 <- t(data.frame(q)) |
|  | q2 <- as.numeric(q1) |
|  | grid2 <- cbind(grid,q2) |
|  | colnames(grid2) <- c('x1', 'x2','q2') |
|  |  |
|  | Z1 <- data.frame(Z) |
|  | names(Z1) <- c("x1","x2","y") |
|  | atitle=paste("Decision boundary") |
|  | ggplot(Z1) + |
|  | geom\_point(data = Z1, aes(x = x1, y = x2, color = y)) + |
|  | stat\_contour(data = grid2, aes(x = x1, y = x2, z = q2,color=q2), alpha = 0.9)+ |
|  | ggtitle(atitle) + scale\_colour\_gradientn(colours = brewer.pal(10, "Spectral")) |
|  | } |
|  |  |

**Conclusion**: In this post I discuss and implement several Stochastic Gradient Descent optimization methods. The implementation of these methods enhance my already existing generic L-Layer Deep Learning Network implementation in vectorized Python, R and Octave, which I had discussed in the previous post in this series on Deep Learning from first principles in Python, R and Octave. Check it out, if you haven’t already.